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1. Introduction  

Companies need to deliver excellent customer experience to stay competitive in their 

market space. Companies that have adopted Agile development models can encounter 

difficulties when they try to integrate user experience (UX) research and design tasks in 

the development process. 

 

What if there is a better way to integrate user experience design in an Agile development 

process? 

 

Since the release of the Agile Manifesto in 2001, many companies have switched from a 

traditional development model to an Agile process. 

Agile processes have many benefits. They reduce the risks a company takes by removing 

the long research and design phases done in traditional software models before the 

software development step. 

Instead, Agile processes focus on creating and delivering a minimal viable product 

(MVP) and use the MVP to gather feedback and validate assumptions, hypotheses, and 

market fit. Once the input is collected, an Agile development team will iteratively 

improve the product through a series of releases. The Agile Manifesto encourages the 

developers to do a lot of smaller releases, allowing the team to continuously gather 

feedback and improve the product, keeping the risks low. A suggested timeframe for a 

release is two to four weeks.   

 

This short release cycle brings many challenges for teams that want to integrate UX 

research and design since these activities have evolved to fit the longer timeframes the 

traditional software models allow. Companies and experts face many issues when 

adapting UX activities to fit into the agile release cycles. 

This thesis intends to propose a process to help companies who want to focus on 

delivering a great user experience while using an Agile development process. 

 

To support companies and developers, engineers created software models. The first 

frameworks developed are the ones we call “traditional models” or “heavyweight 

models.” 

The traditional software models are sequential. They comprise a list of steps, where each 

operation starts after the previous one is completed. When using a traditional model, the 

requirements of a project are well-defined and are not supposed to change. A lot of work 
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goes into defining the prerequisites and ensuring they are correct because changing the 

requirements after they are set is very expensive. 

All traditional frameworks have the following phases: requirements, research, design, 

implementation, testing, and release. 

Between the requirements, research, and design phases, the user experience experts have 

ample time to work on creating the UX guidelines for the developers. 

It’s important to note that many user experience tasks require ample time, especially those 

involving the users, like user research and user testing. Chapter 2.2 offers an in-depth 

examination of traditional software models. 

 

On the opposite side of traditional models are Agile systems. 

Agile frameworks are iterative and flexible. One of the core objectives of Agile is to 

enable companies to respond to change quickly, without wasting any time. These 

attributes of Agile methods are essential when the markets you are developing for are 

subject to frequent changes.  

Agile methods have short iteration times (usually between two and four weeks) and 

heavily rely on user feedback to respond to market variability quickly. The feedback is 

needed to decide what to work on in the next iteration. Agile development models are 

described in more detail in Chapter 2.3. 

 

With such a short lifecycle and no dedicated time to user experience tasks, it’s hard to see 

how teams can focus on delivering great UX to their users. 

While some Agile patterns have a dedicated design phase, the design tasks must fit into 

the current iteration while also leaving time for its development, leaving the designer 

almost no time to conduct the appropriate research and create UX designs. 

Another issue that stems from only doing UX design feature by feature is the risk of 

having the final product with a non-cohesive user experience. 

After reviewing academic articles and documents written by professionals in the UX field, 

I have divided the issues a company or team can face into three main categories. 

 

Team Coherence refers to the alignment of all the team members to a common purpose.  

The research of Kashfi et al. [KNF16] revealed that it’s common to have power struggles 

between UX professionals and the other team members. 

These issues can be related to ownership of responsibilities, division of tasks, decisional 

power, and timing of the UX tasks. 

Furthermore, a team can have a lack of consensus about the value of UX [KNF16]; this 

is more common in functionality-based teams where UX is done “on the side.” Having 

such a strong focus on functionalities can be an issue when doing sprint planning, as this 

can turn into a deprioritization of UX tasks. [DE10] For a more comprehensive 

exploration of this topic refer to Chapter 3.3 

 

The second category is scheduling. One of the issues that stands out more prominently is 

the length of some of the UX activities, which can easily span more than one Agile 

iteration.  
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Another problem part of this category is the perceived length of UX stories. From the 

research of Singh [SI08], we know that developers tend to overestimate features with UX 

requirements compared to projects without them. 

While it’s true that following these requisites can lengthen development, some of this 

extra length is tied to the lack of experience of the developers. 

It’s also essential to avoid falling into a development-focused approach as this can prevent 

UX tasks from being scheduled in favor of carrying out development tasks [PW19] 

[SI08]. This situation can directly result from overestimating the implementation costs of 

UX stories. Chapter 3.4 offers an in-depth examination of the scheduling issues. 

 

Knowledge base is the last category, and it encompasses all the issues related to the lack 

of knowledge developers have about UX and UX experts have about development.  

Kashfi et al. found out that people’s understanding of the concept of UX is inconsistent; 

developers tend to have less knowledge about UX [KNF16], while product owners often 

discard user experience because they are overwhelmed and focus on other, more pressing 

tasks. [SI08] 

There are also many misconceptions about Agile patterns; people can think that Agile is 

about being fast and forget that its goal is delivering software of high quality. In these 

situations, setting UX tasks to the side can be easy. [HV16] 

Furthermore there be a lack of knowledge about what responsibilities the other roles in 

the team have. 

It is complex to evaluate the impact that working on UX has, and this can lead to a lack 

of consensus on the value UX tasks have [KNF16]. This lack of agreement can lead to a 

deprioritization of UX tasks, creating a snowball effect where these tasks are not done or 

only done on the side. [KNF16] [HV16] The knowledge base issues are examined in depth 

in chapter 3.5. 

 

The documents I have examined propose some solutions, which are often incomplete 

since they primarily focus on giving the user experience experts enough time to carry out 

their tasks. Finding a way to do UX tasks is only one of the steps to improve a product's 

UX successfully. I have compiled a list of steps to go hand in hand with the methodologies 

proposed by the articles. 

There are three main patterns proposed by the articles. 

 

The “one sprint ahead” model suggests having two parallel tracks, with the UX team 

working on research and design at least one iteration ahead of development.  

There are two separate backlogs, one for development and one for UX tasks, but the two 

backlogs are kept in sync. 

It was initially proposed by Miller [MI05] and Sy [SY07], and it’s the most recommended 

process.  

 

The “three tracks UX Research” mainly focuses on UX research, as the name implies. 

It was proposed by Handa and Vashisht [HV16].  

In this method, the research is divided into three tracks of varying lengths: 
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• The strategic track aims to shape the product's future and is the longest. Each cycle 

is supposed to span several months. 

• The tactical track is more short-term and spans several weeks. Its goal is to 

research specific features and to help prioritize the product backlog. 

• The validation track covers the evaluative research to verify designs, check for 

usability or accessibility issues, and measure user satisfaction. This track has the 

same length as a sprint. 

The three tracks UX research model aims to help teams conduct research. 

 

Lean UX is another appreciated methodology. 

Deepak defines Lean UX as a process that ensures equal participation of design and 

development professionals. 

Gothelf and Seiden [GS21] explain that Lean UX works on three principles: 

1. Design thinking. Using the direct observations of people’s needs to fuel 

innovation. 

2. Agile software development.  

3. Use the “build – measure – learn” feedback loop proposed by Eric Ries in the 

Lean Startup Method to minimize project risks by delivering a minimum viable 

product and continuously improving it. 

 

The issue is that these patterns alone can not guarantee a successful integration of Agile 

development and UX design tasks. 

These methodologies are insufficient to successfully integrate UX design within an Agile 

development environment because they only solve part of the issues. Please refer to 

Chapter 3.7 for more information of the proposed methodologies. 

 

Thanks to my work experience and through the analysis of our current and past 

development patterns, I have created a list of steps to follow to ensure a better transition 

from either a heavyweight model or an Agile model that doesn’t integrate well with the 

UX design requirements. 

 

Balsamiq is a small company that has grown organically over the course of 15 years, 

growing from being a single-employee company to having 35 employees. I’ve worked 

there since 2015, and I’ve had the chance to see us grow and tackle many of the issues 

cited by the research papers.  

As the years went by, we’ve become more organized, and we’ve gotten better at handling 

and prioritizing our backlog. 

Back when I started, we didn’t have a coded process. Sure, we used to do releases once a 

month, and we had a one-year and three-year roadmap. However, the roadmap was vague, 

and the developers were in charge of deciding the sprint backlog. 

Since then, we have improved our processes a lot. 
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We now have a 6-month roadmap. Each quarter, we plan which features will be worked 

on by the UX team and which are ready to be implemented.  

The team managers ensure all the scheduled projects have a lead developer assigned and 

help with the quarter schedule, ensuring everyone has a reasonable workload. 

The team leaders meet weekly to decide on that week's backlog and evaluate if anything 

needs urgent attention.  

One coworker got specialized training in performing UX research, and since then, we’ve 

introduced user experience research in our development process.  

All this organization allows us to deliver quality features in a timely manner. For a 

comprehensive explanation of the process we follow at Balsamiq you can refer to Chapter 

3. 

 

Through the years, we’ve faced many challenges, and by analyzing them, I have compiled 

a list of steps to help teams that wish to integrate UX activities into their development 

process better. 

• Make sure everyone is on board. Collaboration is of the utmost importance 

during this transition phase. 

• Create a feedback culture. Getting and receiving feedback has many benefits, 

but the most important one is that it allows you to understand where the friction 

points are and to catch any issues early on. 

• Align the knowledge base. As it emerged from the academic articles, people in 

the same team will have different assumptions and levels of knowledge on UX 

and Agile. We want to ensure everyone has a base level of knowledge. 

• Choose a development approach. Whether you’re already Agile or switching 

from traditional development models, you will need to change how you work. 

Pick an already established model; there are no added benefits from starting from 

scratch, and slowly tweak it to your team's needs. 

• Define roles. It’s essential that roles and responsibilities are clearly assigned and 

that this information is available to everyone. Well-defined roles prevent conflicts 

and ensure no work is left behind because no one owns it. 

• Keep a loose schedule. Initially, allowing your team more time to carry out tasks 

and implement features is crucial. Significant changes can temporarily slow a 

team down; don’t fret; it should resolve naturally. Developing new features will 

naturally take a little bit longer since you have added the UX tasks to them, but 

you will gain value in the quality of the features. 

Unfortunately, there is no “one size fits all” approach and immediate success is 

not guaranteed even when following directions. 

The challenges we have encountered and the suggestions for a successful transition are 

expanded upon in greater depth withing Chapter 5. 

 

Because of this transition’s nature and its limitations, it’s impossible to guarantee its 

success.  
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I have created an expanded model to help teams make a successful transition. In the 

future, the model should be tested in numerous and varied work environments.  

Ideally, feedback from the participants would be collected often, alongside any 

documents produced. Through the observation of the teams using my proposal and the 

feedback, the method can be expanded and improved.  

I also expect to find differences between small and big companies. So perhaps my 

findings will not apply to bigger and more structured companies, or they will need to be 

adapted to their environment.  

It would be interesting to gather knowledge about how bigger workplaces with many 

teams work and see if my solution can be applied to them or how it needs to be changed. 
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2. UX design and software engineering approaches 

2.1 Introduction 

“Software engineering is a growing set of disciplines and procedures for the dependable 

development and maintenance of software” [MI80] is the definition given by H. D. Mills 

in 1980. Since then, several models have been created to develop and maintain software 

more reliably over the years. 

 

A software development model provides a framework to plan, develop, and release an 

application. All models include the same basic operations: requirement research, design, 

implementation, testing, and release. The main difference between models is in the timing 

and execution of the phases.  

These approaches can be divided into two categories: 

● Traditional systems, also known as heavyweight, 

● Agile systems. 

 

Traditional systems are sequential; each step starts after the previous one and should only 

be done once per project, except for the spiral model, which has cycles like Agile 

processes. Furthermore, the requirements are fixed and are not expected to change; 

changes are expensive because many, if not all, steps must be redone. Agile systems, in 

contrast, are iterative and flexible.   

I will illustrate the most common traditional development models and analyze how UX 

Designers do design tasks in these models. Then, I will review the most common Agile 

systems and highlight the issues in adapting UX Design tasks to a more dynamic 

environment. 

2.2 Traditional Software Models 

I will explain how 3 of the most common methodologies structure their software 

development process, their strengths and weaknesses, and when they perform the UX 

Design tasks. 
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2.2.1 The Waterfall Model 

The Waterfall model proposed by Royce in the 1970s [RWW87] is sequential, and each 

activity must be completed before starting the next one.  

However, when I analyzed multiple papers, I found that each author might identify 

different activities. However, the following phases are commonly found in the literature: 

requirement analysis, design, implementation, testing, and operation and maintenance. 

 

In the Waterfall method, there is ample space to carry out all the User Experience Design 

tasks during the “Requirement Analysis” and the “Design” phases before development 

begins. 

The development phase starts once all the requirements are gathered and documented. 

The Waterfall model relies on extensive documentation, so developers work 

autonomously without interaction with UX experts. 

If a requirement changes, the current work has to stop, and everything starts from the 

beginning. Redoing all the steps means wasting a lot of work (and money).  

The likelihood of a requirement changing depends on the target market and the kind of 

end-user. For example, developing a new social network app is quite different from 

creating software to fly airplanes. 

    

2.2.2 The Spiral Model 

The spiral model was first proposed by Bohem in 1986 [BB88], this model combines an 

iterative process with elements from the Waterfall method. Its main goal is to manage the 

Figure 1: The phases of the Waterfall Method 
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risks encountered using the Waterfall method by iterating on four phases and doing more 

minor releases.  

The spiral model is best suited for a larger, more complex project with high stakes. 

In this model, each iteration is more expensive but refines and improves the work of the 

previous cycle. 

It might seem like the spiral model should be an Agile process. Still, it is in the “traditional 

development” category because it focuses on risk reduction rather than collaboration and 

efficiency. 

 

The spiral model has four main phases: 

● Identification is when the requirements are described. For example, they can be 

business, system, or sub-system requirements. 

● Design. In this phase, any design can be done, from architectural to physical to 

UX Design. The Design phase is the only moment where UX Design can be done. 

● The build phase is where the production of software happens. The Spiral model 

allows multiple software releases, one for each Build phase. Finally, the customers 

are sent these builds for feedback. 

● Evaluation and risk analysis. During this phase, the team collects user feedback 

to plan the next iteration. It is time to execute the risk analysis and risk 

management tasks. 

                 

Since the first few iterations are short, there is little time to carry out UX Research, which 

is time-consuming. However, UX Research is crucial for the success of a project; 

consequently, it is almost impossible to do research during the first few iterations. In the 

Figure 2: The phases of the Spiral Method 
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beginning, during the design phase, the team members have the time to integrate feedback 

from one cycle into the subsequent ones. 

 

For some projects, this might be enough to balance the small to non-existent upfront UX 

Research even though this might waste some time by needing to refactor or change part 

of the features.” 

The multiple releases and design phases allow more flexibility compared to the Waterfall 

method. 

2.2.3 The Unified Process Model 

The Unified Process model attempts to unify the best features of traditional development 

with the best practices from Agile methods. This model was proposed by Ivar 

Jacobson, Grady Booch, and James Rumbaugh in the late 1990s in a book titled “The 

Unified Software Development Process”. [JBR99] 

 This change means that the Unified Process is both iterative and incremental, and each 

phase can be composed of multiple, timeboxed iterations. 

 

The model is divided into 4 phases: 

● Inception phase. During this phase, the model requires the involvement of 

customers and stakeholders to define the project requirements and plan activities. 

The result of this phase should be an initial architecture of the application, a plan 

for the project, and some preliminary use cases. 

● Elaboration phase. The team refines and expands the documents produced in the 

inception phase. As a result, most requirements are captured, use cases are well-

defined, and the architecture is defined. 

● During the construction phase, the developers implement the project following 

the documentation produced during the previous stages. 

● Transition phase. In this phase, the release happens, and users receive the 

software. Afterward, the team can plan changes to implement during the various 

transition phase iterations based on the feedback received from the users. 

 

This model was developed with a focus on architecture and is use-case-driven. While it 

does not focus on UX Design, the process is adaptable to the team’s needs. There are 

many variations that integrate UX Design during the inception and elaboration phase. 

The Unified Process is easy to adapt to the needs of different projects, but this flexibility 

makes it very complex to learn and use and adds much overhead on top of the 

development. 

Figure 3: The phases of the Unified Process Model 
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2.2.4 Advantages and disadvantages of traditional development patterns 

There are many differences between these three models, and I could analyze even more 

models, each with its unique characteristics. However, all traditional development models 

have shared characteristics that differentiate them from Agile models. 

 

All heavyweight methodologies aim to be predictive and efficient to achieve a good 

outcome across multiple projects. They do so by imposing a structured process, which 

has the following common characteristics: 

● Predictive approach: All the requirements are well defined, and all prerequisites 

are ready before starting the development phase. The expected outcome is clear 

and will not change. 

● Documentation: Traditional models rely heavily on documentation; teammates 

write all relevant information in the knowledge base, especially requirements and 

design artifacts, as the developers refer to these documents during the 

development. 

● Process-oriented: The procedures are clearly defined, with multiple steps or 

phases, and everyone involved in the project follows the process. However, a 

fixed process is required to improve the development model’s reliability and get 

consistent results. 

● Tool-oriented: When using a heavyweight model, the team uses specific tools for 

project management, user requirements, and software development. It is either the 

process that defines which tools to use or the company that picks them. 

Since traditional patterns are predictive, they all have time to do User Experience Design 

before development happens since it is part of the requirements definition. 

 

However, traditional methods also have various drawbacks.  

Having the team specify all the requirements at the beginning and the inability to 

accommodate changes throughout the project can be extremely complicated for more 

extensive projects or when the target market is highly variable. 

Traditional development patterns have a big focus on documentation. As a result, a lot of 

effort is put into writing and maintaining it, which might be excessive for some projects, 

leading to wasted time and extra stress for the employees who have the task of keeping 

the documentation up to date. 

Because the software release happens at the end of the project, and the project does not 

involve customers before the release, feedback from users might arrive too late. Even 

worse, full features that are not useful for end-users might have been developed. [SMG13] 

These concerns led to the creation of Agile models. 
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2.3 Agile Development Models 

In February 2001, a group of software developers met and wrote the “Agile Manifesto,” 

a proposal for an alternative to documentation-driven, heavyweight software 

development processes.  

These are the four core values of Agile:  

“Individuals and interactions over processes and tools 

Working software over comprehensive documentation 

Customer collaboration over contract negotiation 

Responding to change over following a plan.” [BJR01] 

 

These software developers were not anti-methodology or anti-documentation, but they 

felt that the traditional development models were too focused on those aspects.  

They acknowledged that documentation and processes are essential but writing them 

might be a waste of time. It is not helpful to write hundreds of pages of documentation 

and then not update it or use it, and it is not valuable to plan carefully in a turbulent 

environment. Planning is helpful but should be done with the flexibility to follow the 

changes in the environment. [HI01] 

 

Alongside the four core values, the Agile Manifesto also lists twelve principles. These 

principles describe a culture where change is welcome, and the customer is the focus of 

the work. They also highlight that one of the goals of the manifesto is to improve 

collaboration between developers and stakeholders to keep the business and the 

development teams’ goals aligned. 

With all this information, we can imagine an agile model’s look. Iterations should be 

short; 2-4 weeks is a reasonable timeframe, and the team should do a software release at 

the end of each iteration. Continuous communication and feedback with users should help 

the team adapt to the requirements and decide what to work on in the following iterations. 

Finally, the team should meet regularly to see if they can do anything to improve the 

development process. The people involved in the project write the documentation, but 

unlike heavyweight methods, this is lighter and constantly maintained. 

 

I will introduce three Agile development patterns and briefly explore how UX Design can 

be integrated. In the following chapter, I examine the issue of integrating UX Design and 

Agile methods and how to mitigate known problems in more depth. 
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2.3.1 Scrum 

Scrum is the most popular Agile methodology, developed in the 1990s by Sutherland and 

Schwaber. [SS07] 

A Scrum team comprises three central figures: the product owner, the Scrum master, and 

the developers. 

The product owner represents the customers and the stakeholders and drives the product 

backlog. The product backlog is a prioritized list of features containing a description of 

all the required functionalities, and each project feature is called a story. 

 

The team will work on one or more sprints during a release cycle. The goal of a sprint is 

to produce value for the stakeholders.  

“Value” represents everything that improves the product. Scrum does not differentiate 

between bug fixing, feature work, or UX improvements. 

Here is a picture illustrating the phases of a Scrum Sprint (image taken from scrum.org). 

 

During the sprint planning, the Scrum team picks stories from the product backlog to add 

to the sprint backlog based on the sprint goal. 

The team works together to deliver value; to do so, the team must agree on the definition 

of done: the criteria to consider a backlog story completed and ensure that the results meet 

the organization’s quality criteria. 

During the development phase, the Scrum team meets daily for 15 minutes for the “daily 

Scrum.” During this time, the team members share feedback on what they have done and 

the issues they have encountered. With all this information, the Scrum master might adapt 

the sprint planning to ensure the team reaches the sprint goal. 

At the end of the sprint, the stakeholders review the work done during the sprint with the 

team. Then, the team members use the collected feedback when planning the following 

sprint. 

Scrum does not have a phase where UX Design would be a natural fit, and the Scrum 

team definition does not include a Designer. 

Figure 4: The phases of a Scrum sprint 
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2.3.2 Extreme Programming (XP) 

Extreme Programming was developed in 1996 by Kent Beck [BK00]; it focuses on 

customer satisfaction and changing requirements. It also emphasizes teamwork, where all 

parties are considered equal: stakeholders, managers, and developers. 

The XP framework consists of 5 phases that the team iterates on continuously: 

● Planning. Using the customer requirements, the team creates stories and makes a 

release plan, divided into iterations. 

● Designing. While designing should be part of the planning phase, it has its own 

step to highlight its importance. 

● Coding. Where the developers build the feature following XP practices like pair 

programming and continuous integration. 

● Testing. This is the Core of Extreme programming. The team has to write and run 

automated tests (like unit tests) and acceptance to check that the requirements 

have been satisfied and that the changes made do not introduce regressions. 

● Listening. The team listens for feedback to integrate into the next cycle. 

 

But XP is not just a list of steps to follow; it has principles and practices to keep in mind 

while using this framework. 

The five values of XP are communication, simplicity, feedback, respect, and courage. 

These values tell us that team members should be highly communicative, give and receive 

feedback often, and aim to keep things to avoid wasting time. The principles are built on 

top of the values. They clarify what is most important for a team. I will not go into more 

depth since they are irrelevant to this thesis. 

2.3.3 Feature Driven Development (FDD) 

Feature Driven Development is the last agile methodology I am going to illustrate. FDD 

works best on large-scale projects, and it organizes development around features. [PF01] 

Features are functions that bring value to the customer and are similar to user stories in 

SCRUM. 

In FDD, first, you gather data to clearly understand the overall project goals and the 

customers’ needs. The FDD process begins once this first step is complete and all 

requirements are understood. 

● Develop an overall model: The team develops detailed domain models to outline 

the whole system. The models are then merged to obtain one cohesive and 

comprehensive model. As development progresses, the team updates the model 

with more details. 

● Build a feature list: Use the information gathered to create a list of features, the 

model, and the requirements. Each story should be small enough to be completed 

in two weeks; otherwise, the FDD model states that we should divide it into 

smaller-sized features. 
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● Plan by feature: A chief programmer analyzes the complexity of each story and 

how they relate to each other and determines the order of implementation and 

what team or team members work on it. 

● Design by feature: With the team’s help, the chief programmer designs and 

models the feature. After the design is approved, the developers can implement 

the story. 

● Build by feature: Implement the feature following the design. After the developers 

build it, they write tests; the feature is inspected and approved. Once approved, it 

moves to the main build, releasing it to the users when appropriate. 

2.3.4 Advantages and disadvantages of Agile development Models 

All the 3 Agile methods I have illustrated have some common principles: the development 

cycle is short, and the requirements might change at any point during the product 

development. Therefore, the upfront research and design phases are much more limited 

to accommodate changing needs. Instead, they prefer to outline the requirements of the 

product and proceed better to define them when a particular feature is ready to be 

implemented.  

But Agile methods also have their drawbacks. Involving customers at the end of each 

cycle, every 1-4 weeks, can create so much feedback that could overwhelm developers 

and generate a lot of overhead of fixes and features to be tracked and discussed. 

Having more barebone documentation means that new developers take longer to get up 

to speed on the project and might need more help from experienced developers, slowing 

down the project. 

Complex features might not fit into the shorter iteration phases, especially later in the 

project when the system is more elaborate. Developing features that do not fit the iteration 

length increases the risk of delays, which can stress the developers and upset the 

customers. [SMG13] 

UX Design suffers due to the shorter release cycle; even when the model has a design 

phase, like the Extreme Programing or the Feature Driven Development models, the time 

constraint makes integrating UX Design a complex task. 
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3. Integrating UX Design into Agile Teams 

3.1 Introduction 

As illustrated in the previous chapter, Agile Development strategies and UX Design have 

some shared approaches. However, they also have differences that can create friction 

between UX designers and developers, resulting in a sub-optimal experience for both 

parties. 

In this chapter, I will analyze some of the literature published over the years, highlighting 

the main issues and what is most important for teams that want to improve the 

collaboration and quality of work produced by UX professionals and developers. 

3.2 Analysis of the current literature 

I have analyzed various documents, most of which are academic, but some are articles 

written by professionals in the UX field. Much literature has been produced over the 

years, so I have decided to organize the information into three sections: team coherence, 

knowledge base, and scheduling. These are general topics where a team might encounter 

difficulties or friction points. 

3.3 Team Coherence 

According to Beck, team coherence – the alignment of every team member to a common 

purpose - is essential in Agile teams as one of the key goals of the planning game in 

extreme programming is to bring the team together [BK00]. 

Team coherence and collaboration are what can make or break a project. A highly 

collaborative team that has clear objectives will produce better work faster. 

The common ground to build team coherence is the user. Agile methods greatly 

emphasize the user; for example, Schwaber advocates for user involvement during the 

development process [KS97]. Similarly, UX also requires early and continual user 

involvement. 

However, many obstacles can arise in a newly formed team of this kind. 
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3.3.1 Power struggles 

Kashfi et al. [KNF16] conducted an explorative qualitative study investigating the 

challenges of integrating UX practices into software development processes. The findings 

reported that there often are power struggles between non-UX professionals and UX 

professionals. These power struggles can be many issues, from the division of tasks and 

responsibilities to making decisions such as when to work on UX tasks. 

3.3.2 Lack of consensus on the value of UX 

Another issue is again highlighted by Kashfi et al. [KNF16]: the lack of consensus on the 

importance of UX work.  

When looking at market-driven products, the user experience represents a core aspect of 

the program. Usually, companies place a greater value on the UX of said products than 

functionality-based companies, where UX is done “on the side” and not a fundamental 

value.  

According to the practitioners interviewed by Kashfi et al., when a product is more 

“technical,” the business focuses on functionality, and the UX is often left behind. We 

can call this kind of software development approach “development driven,” which is a 

challenge the designers can encounter during Agile sprint planning [DE10]. 

Even if users now expect programs with good user experience, the data Kashfi et Al. have 

analyzed shows that not all stakeholders perceive UX work as important, especially when 

we look at market-driven products. 

When UX Design tasks are considered less important than development tasks, teams 

might develop “tunnel vision,” focusing on delivering as many backlog stories as possible 

to the detriment of the user experience. [DE10] 

3.4 Scheduling 

Scheduling tasks, projects, and meetings is at Agile development's heart. Fortunately, 

both Agile development and UX Design are iterative by nature, and they use user 

feedback to iterate and improve the design or the application [FSM08]. 

What can prove difficult is adapting some of the lengthier UX activities to fit into the 

Agile iteration cycles. 

 

Kuusinen et al. list many solutions to the most common scheduling problems. They 

suggest involving a UX specialist during the roadmap ideation to avoid starting UX work 

too late into the project [KMP12]. To give the UX specialists enough time to carry out 

their tasks, multiple researchers suggest the designers work one or two sprints ahead of 

development [KMP12] [PW19].  

Working one sprint ahead gives the designers more time to carry out the research and 

design tasks and the developers more time to implement the designs. 
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Working a sprint ahead does not imply working separately; the more communication, the 

better. However, the UX specialists and the developers should still interact for feedback, 

to keep each other in the loop about what work is being done, and to discuss issues they 

are encountering. For example, Kuusinen et al. suggest involving developers in design 

meetings and UX experts in architectural meetings; sharing information will prevent a 

mismatch of expectations between the software developers and the UX designers. 

Moreover, they suggest synchronizing the development and UX roadmaps [KMP12]. I 

will give a more in-depth overview of the “one sprint ahead” method later in this chapter. 

To prevent UX development tasks from being set aside in favor of working on other 

development issues, Kuusinen et al. suggest setting criteria for minimum (or desired) UX 

design realization. This standard is meant to prevent stories from being 

accepted/delivered when it is not met. 

 

According to Handa and Vashisht, UX research should be carried out iteratively and fit 

in an agile iteration, except for the initial UX research that must be done before the 

beginning of the project [HV16]. 

Pillay and Wing suggest carrying out the initial UX design tasks as a separate pre-

development process [PW19]. This pre-development step can be longer than one iteration 

but will still be shorter than the research phase when adopting heavyweight 

methodologies. Handa and Vashisht suggest the developers work on architecture while 

they wait for the initial UX Research phase to be completed. The developers could even 

implement some basic sketches produced by the UX team during this phase while 

considering that they will probably need to make changes to them in the future [HV16].  

However, for this strategy to work, the team needs a high level of open communication 

and collaboration. 

3.4.1 Perceived length of UX stories 

As stated by Singh [SI08], developers often estimate the cost of implementing a user-

friendly story to be significantly higher than implementing it without following the UX 

requirements. While it can be true that implementing UX requirements can lengthen the 

development, it is primarily a lack of experience working on user-centric features that 

leads developers to overestimate the effort needed to implement a feature. 

3.4.2 Development focused approach 

One of the things that can happen during the project is that the main focus is on 

development tasks, aiming to release software as quickly as possible and neglecting UX 

tasks such as research or evaluation[PW19][SI08]. This situation can result from 

overestimating the time costs of implementing UX stories. A development-focused 

approach is detrimental to the quality of the UX in the product, which will be lower, and 

when the team decides to focus on UX, more time and effort will be needed to improve 

things.  



20 

 

Moreover, the data analyzed by Kashfi et al. shows that the main focus of the 

organizations interviewed is on testing functionality.  

When the organization is limited by budget or time, UX evaluation is either non-existent 

or rarely done compared to other testing activities. In around 50% of the survey responses, 

Kashfi et al. UX evaluation was done without involving users, and some organizations 

even replaced UX evaluation with usability testing. [KNF16] 

These two issues contribute significantly to creating software with low-quality UX. 

3.5 Knowledge base 

Lack of knowledge is one of the reasons why UX activities are set aside or only partially 

done. When an Agile team does not know how to properly implement a UX strategy while 

developing the software, it becomes hard to recognize the benefits those UX activities 

have and their impact on the product. 

 

When merging UX activities and Agile development, it is essential to consider the 

possibility that not all team members have the same level of knowledge about UX and 

Agile. 

Regarding UX, Kashfi et al. noted people’s understanding of the concept of UX could be 

inconsistent and even contradictory. Practitioners with more technical backgrounds 

generally have less knowledge about UX, and that knowledge is mainly limited to 

usability or is based on previous work experiences [KNF16].  

Traditional product owners often lack the skills and motivation to design compelling user 

experiences. In addition, product owners frequently do not pay adequate attention to 

usability and user experience because they are overwhelmed with other concerns, such as 

marketing and sales [SI08]. 

 

Regarding Agile methods, many misconceptions can cause friction and slow down the 

team. Integrating UX activities becomes harder when it is unclear what the goal of agile 

development strategies is. 

Handa and Vashisht explain that it is easy to make the mistake of thinking that Agile 

methods are about speed when they are about delivering quality software.  

The timeboxing of the development efforts ensures that teams do not stray too far in the 

wrong direction and allows teams to make quick corrections and early adjustments if 

requirements change.  

However, the short time available in each iteration can lead to teams that devote little to 

no time to UX activities [HV16]. 

The Agile manifesto also suggests keeping the documentation minimal in favor of 

delivering working software. However, this lack of documentation can lead to confusion 

about UX deliverables and objectives [PW19]. 
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3.5.1 Understanding of roles 

When many different figures work together in a project, it is crucial to understand what 

each role entails. Knowing each other responsibilities and the expectations everyone has 

of each other prevents misunderstandings and promotes collaboration. 

Deepak Arasu’s research brings to light that team members and UX Designers might have 

issues understanding their roles within an agile team. [DE10] Unfortunately, he does not 

expand on this issue. Still, when people are brought together to work on a project, there 

should be time dedicated to discussing and assigning roles and responsibilities. 

3.5.2 Perceived Value of User Experience 

One of the challenges in integrating a UX workflow in an agile environment identified 

by Kashfi et al. [KNF16] is the lack of consensus on the value of UX tasks. Stakeholders 

have different opinions on the importance of UX; some believe it is an essential quality 

of software, while others still consider it as something “on the side” or an added bonus. 

Treating UX tasks as an afterthought will create a snowball effect where they are not 

prioritized, leading to a worse result for the user. 

This issue is also highlighted by Handa and Vashisht’s article [HV16], which states that 

UX Research is frequently viewed as a lower-priority task compared to development and 

design. Thus, UX Research does not get prioritized in the backlog appropriately.  

They also state that UX Research blocks development tasks only if your approach to agile 

development is a series of “mini-waterfalls.” If the team is truly Agile, it will work in 

parallel, and UX Research will not block development or design tasks. 

3.6 Literature Analysis Summary 

To recap this lengthy analysis, Agile development and UX design methodologies have 

some common aspects that a team can leverage to make working together smoother and 

some traits that make the merging of the two complex. 

These are the typical aspects that should be used to make the merging of the teams 

smoother: 

• Team coherence. Agile methods can succeed only when all the team members 

work together towards a shared objective. In comparison, UX also requires the 

team to keep the user in mind when developing a product to ensure coherence in 

the produced documentation. 

• Scheduling. Both UX Design and Agile development are iterative by nature. They 

rely on user feedback to plan and improve their design or application [FSM08]. 

• Knowledge base. Agile methods greatly emphasize the user; for example, 

Schwaber advocates for user involvement during development [KS97]. Similarly, 

UX also requires early and continual user involvement. The shared understanding 

of the importance of the user can be used as a starting point to fill gaps in the 

knowledge base of the team members. 
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And these are the differences that must be kept in mind to prevent issues: 

• Team coherence. In this category, we find all the problems related to 

miscommunication and competition between developers, UX experts, and 

stakeholders. 

• Scheduling. This category contains all the problems related to when to start 

working on UX, when and how to schedule UX stories, and the priority UX should 

have in the project. Issues with how to adapt UX tasks to fit into an Agile iteration 

are also part of this group. 

• Knowledge base. This category represents all the issues that relate to the lack of 

knowledge of team members or differences in knowledge (for example, on the 

definition and importance of UX or the goal of Agile development methods). 

 

Here are the most relevant advice proposed in the literature: 

1. Align the team members’ expectations. These expectations include each team 

member’s domain of responsibilities, setting an expectation for the level of 

communication and documentation needed by the project, and anything that can 

reduce friction and competition during the project. 

2. Share knowledge. Everyone in the team should understand how Agile works and 

its core principles, what UX is, its priorities, and tasks. 

3. If it is a new project, have a “sprint 0” to give UX experts the time to do the 

initial research and design tasks. 

4. Work on staggered cycles. Remember that Agile development is not a series of 

“mini-waterfalls.” UX designers should work at least one sprint ahead of 

development. 

5. Keep some documentation. While Agile discourages extensive documentation, 

some documentation will be necessary. Take the time to decide with the team 

what needs to be documented and how. 

6. Involve everyone in the creation of the roadmap and the creation of the sprint 

backlog. The involvement in the roadmap creation process will keep everyone’s 

expectations aligned and will help with the prioritization of UX tasks. 

7. When something is not working for your team, do not be afraid to try new 

strategies or change things up. The team should aim for continuous improvement. 

3.7 Proposed methodologies 

Aside from my tips, you can find many new or adapted methodologies to integrate UX 

activities in agile models. Here are the three most noticeable ones. 

3.7.1 One Sprint Ahead 

The “one sprint ahead” approach is reported as one of the most recommended processes 

for integrating UX work in an Agile context [KMP12]; it was initially proposed by Miller 

[MI05] and Sy [SY07]. 
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When using this method, the UX team should work one to two sprints ahead of the 

development team. The UX team has its own backlog but is kept in sync with the 

development backlog. 

 

The process starts with “cycle 0”; during this sprint, the UX team activities resemble their 

waterfall counterparts but are done in weeks rather than months [SY07]. These activities 

include defining product and release goals, interviewing or conducting contextual 

inquiries for market validation, preparing high-level designs, and developing user 

personas and workflows. 

 

During cycle 1, the UX activities can include: 

• Designing prototypes for Cycle 2 and conducting rapid usability testing to refine 

the design. 

• Conducting contextual inquiry and interviews to investigate designs for Cycle 3. 

 

During the first few early cycles, developers will work on software architecture or 

important features that need only minor designs to allow the UX team to finish their 

research and the initial design. 

This pattern of gathering requirements two cycles ahead and designing one cycle ahead 

of the development will continue until the product is released. 

This method still poses some challenges for UX designers. For example, the problem they 

are investigating might be too big to fit into an iteration. Still, big issues can usually be 

split into smaller problems that can fit into an iteration. Dividing a design task into smaller 

tasks to fit into an iteration is called “Design chunking” by Sy [SY07]. 

But when a UX team implements design chunking, testing workflows with users becomes 

harder since testing just part of a feature is more complex. Sy advises doing tests with 

external users once the design is at a later phase. For earlier design chunks, they suggest 

using in-house users (people who are not developers and have the same domain 

knowledge as the actual users). 

Figure 5: One Sprint Ahead model 
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Sy explains how they changed the kind and quantity of documentation produced. Their 

team tried to align to the agile value of “working software over comprehensive 

documentation” [BJR01]. The UX experts joined the daily scrum meetings to stay up to 

date with development and to update the developers on their progress. Some of this 

information, like the progress of a project, did not need to be recorded in an official 

document. 

They decided that the information needed to organize work was written down as features 

or bugs and then moved to the correct backlog (UX or development). 

Their UX team still keeps some documentation, mainly a record of the decisions taken 

for each design chunk, a record of the design iteration, and artifacts that the developers 

will need to implement the backlog item. 

3.7.2 Three tracks UX Research 

If the team’s priority is carrying out thorough research, a good option is to divide UX 

research into three tracks, as suggested by Handa and Vashisht’s article [HV16].  

They suggest dividing UX research into the following categories: 

• The Strategic track comprises any generative research that can help shape the 

product vision, strategy goals, and product roadmap and identify the right target 

users. This research is usually ongoing and exploratory. The duration of the cycle 

of this track is several months. 

• The Tactical track comprises short-term, exploratory research that helps the UX 

team define specific product features and desired experience outcomes. In 

addition, it helps product owners prioritize the work in the product backlog. This 

research is done iteratively, and each iteration lasts several weeks. 

• The Validation track entails evaluative research and testing to verify 

assumptions, validate design decisions, determine usability and accessibility 

issues, and measure user satisfaction and emotional response. Each iteration of 

the validation research lasts 2-3 or the same length as an agile sprint.  
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Tasks from the three tracks can be carried out at the same time.  

Handa and Vashisht explain in detail how to organize the product backlog. The main 

takeaway is that if a research item needs more than one sprint to be completed, it should 

be added to the backlog as an “epic” story and then broken down into smaller tasks; 

otherwise, it can be added as a single story. Furthermore, they do not suggest having two 

backlogs, one for UX and one for development, but instead using only one. 

During backlog grooming, the stakeholders review the UX research items and add any 

relevant information, such as expectations, acceptance criteria, and dependencies. At the 

end of the backlog grooming phase, the stories should be appropriately prioritized. 

During the sprint planning meeting, discuss and estimate the UX stories with the team, 

non-UX experts included, to allow everyone to understand UX research activities better. 

3.7.3 Lean UX 

Another approach is the Lean UX methodology. 

Deepak defines Lean UX as an iterative, participatory design process that ensures equal 

participation by design and development team members. [DE10] 

In their book “Lean UX,” Gothelf and Seiden [GS21] explain that Lean UX stands on 

three foundations: 

1. Design thinking means direct observation of what people want, which leads to 

innovation. Direct observation is studying people to understand what they like or 

dislike about a product, from how it is used to how it is packaged or supported. It 

encourages teams to collaborate across roles and consider product design 

holistically. 

Figure 6: The three tracks of the UX Research method 
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2. Agile software development. While Agile methods can pose process challenges 

for designers, Lean UX applies the four core principles of Agile development to 

product design. 

3. Eric Ries founded the Lean Startup method. The lean startup uses a feedback 

loop called “build-measure-learn” to minimize project risk. Teams build 

minimum viable products (MVPs) and ship them quickly to gather feedback early 

on and use that feedback to improve the product continuously. 

 

The work is organized in a “build, measure, learn” loop that lets the team iterate and 

improve the designs based on user feedback. Because the entire team is involved in the 

process, there is a lot of learning and sharing of information, preventing the emergence 

of silos and gurus. 

The Lean UX method follows a list of 12 principles; through them, we understand that a 

Lean UX team is cross-functional and focuses on user research to set expectations and 

achieve the team’s objectives. These teams also strive to avoid silos and rockstars; all the 

knowledge and information should be shared between team members. 

But what is the best way to integrate Lean UX and Agile development? Gothelf’s team 

tried using the “one sprint ahead” method but preferred a different approach. His team 

opted to use a pattern that integrates UX activities with Scrum rather than having them 

separated on two different tracks.  

 

Here is a picture from Deepak’s article of how this integration is achieved [DE10]. From 

the picture, we can see that from the UX point of view, sprints either concentrate on the 

collaborative creation of wireframes or usability testing and team review. While the team, 

developers included, participate in creating the wireframes, the developers will work on 

implementing the selected sprint backlog stories. 

Figure 7: Lean UX and Agile development 
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This integration still presents some issues, mainly the focus required by the team to carry 

out many concurrent tasks and the high level of communication needed. 

 

3.8 Conclusion 

I have highlighted the most common issues and solutions proposed by researchers and 

experts in the field. There is no “one size fits all” method; the best approach for a team or 

company would be to start where they feel comfortable and confident working and apply 

small incremental changes to adapt their chosen method to their needs.  

A team and the processes they adopt should not be seen as unchanging and static through 

time, but they should strive to improve their operations constantly. 
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4. The Balsamiq Way 

In this chapter, I will explain how we work at Balsamiq, and following an actual feature 

project, I will illustrate the process in depth, analyzing the pros and cons of it. I will also 

bring the point of view of some of my colleagues I interviewed. 

4.1 What is Balsamiq? 

Balsamiq is a company comprised of 35 employees. We develop and sell one software, 

Balsamiq Wireframes, a design tool for creating wireframes or low-fidelity prototypes of 

user interfaces. Our motto is:  

“Life is too short for bad software.” 

 

To help rid the world of bad software, we take many initiatives, including creating content 

for the Balsamiq Wireframing Academy, a website full of articles and videos on how to 

improve the UX of a product. 

4.1.1 My role at Balsamiq 

I started working at Balsamiq in 2015, and I work on Balsamiq Wireframes, but I have 

also worked on the old version of Wireframes, called Mockups. 

Regarding Balsamiq Wireframes, I have worked on the Cloud and Windows desktop 

applications, at the same time if a feature needed to be implemented on both platforms. 

I am part of an eight-person team: one manager, six developers, and one quality assurance 

expert. 

I mainly interact with people from my team during my daily work, but if I am working 

on a feature that requires me to change the user interface, I will interact with the designer 

assigned to that feature. 

4.2 How we work 

In this section, I illustrate our current process for design and development. 

An integral part of our process is “kaizen,” a philosophy that encourages continuous 

improvement. Kaizen means we constantly gather feedback on our operations and work 
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on improving them. You can see a kaizen-related project in the quarterly organization 

picture (section 4.2.3) titled “Adjust how we work based on new Desktop strategy (…).” 

Most of the improvements are about the process we have in place for developing new 

features. But we have also worked on improving the roadmap creation process. 

4.2.1 Overview 

Balsamiq does not have external investors, so we can choose what features or issues we 

want to implement. Instead, the owner is in charge of deciding the company’s focus. 

 

While we develop one software product, it is available through multiple platforms, from 

our Cloud application to a Mac OS and a Windows desktop application to various plugins 

(Atlassian, Google Docs, and more).  

We have divided the codebase into two parts to avoid writing the same logic for each 

software version. The “Core” contains all the platform-independent logic, all the different 

product versions use it, and the “Natives” have all the platform-dependent code. 

 

I will now illustrate how a development project is planned and executed at Balsamiq. 

First, I will explain at a higher level how we design and implement a feature, and then I 

will delve deeper into the organization of a project. 

Employees are divided into groups based on their area of expertise: 

● The “Editor” group includes all the developers working on the product’s Core, 

Mac OS, and Windows Native products.  

● The “UX” team includes Design and User Research experts. 

● Support: contains people who interact with the customers the most and can gather 

much feedback. 

 

Project planning is done every three months. During this meeting, the managers from the 

different groups discuss what projects each group thinks are essential to work on during 

the quarter. At the end of the session, the participants create a tentative list of features and 

projects.  

 

Figure 8: Overview of the Design and Development steps at Balsamiq 
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For each new feature project, we have set a process to follow, composed of the following 

steps: 

1. Preparation or project setup. The project wiki page is created and filled with the 

available information. 

2. Discovery. This step aims to fully understand the problem we want to solve by 

looking at all the information sources (issue tracker, instant messages, and 

customer emails) to gather the requirements.  

a. The UX Research expert decides if we need to involve the users to validate 

the requirements.  

b. We researched possible architectural restrictions the project might have. 

3. Design. The designer creates the needed documentation, which might be one or 

more of the following: user flow scenarios, wireframes, and visual design comps. 

4. Compliance check. The project lead reviews security and GDPR to verify that we 

treat user information correctly. 

5. Initial Development. The initial development phase is where the developers work 

on the feature. 

6. Acceptance testing. During this phase, the feature is tested internally by 

developers, testers, and UX Designers. We use this time to gather feedback and 

requests for changes. If we introduce new requirements, the UX Area members 

must validate them before moving to the final development step. 

7. Final Development. The development team implements the requested changes. If 

development for the desktop platforms is required, they do it during this phase as 

the primary logic resides in the Core shared codebase. It is best to work on the 

native platforms after the work on the Core is completed to avoid unnecessary 

refactorings. 

8. Testing to ensure the new feature is solid and has no significant issues. 

9. Release. During this phase, we train our support team, write documentation on the 

new feature, and then release the new product version. 

10. Clean up. The goal is to ensure easy maintenance in the future. In addition, the 

project members update the internal knowledge base and fill out a retrospective 

to understand what worked well and what we can do to improve our process. 

 

It can look like a long list of steps, but the workload of following them is shared between 

different people, which works best for us right now. In addition, it is part of the Balsamiq 

culture to improve and adapt our processes, so what works for us right now is not identical 

to what we did two years ago and is likely to change in the following years. 

The documentation produced during the project is minimal, and it is only during the 

release and clean-up steps that we create more in-depth internal documentation. 

Due to the size and complexity of the code base, new features can require a longer 

development time compared to the standard 2-4 weeks cycles of SCRUM and other Agile 

patterns. Nevertheless, we still resonate strongly with the 12 principles in the Agile 

manifesto. I consider our development process Agile because the steps of Acceptance 

testing and final development are repeated until the feature has the required level of 
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quality. We must remember that while Agile values being fast, its most important 

objective is delivering valuable features. 

4.2.2 Long term vision 

The owner of Balsamiq and product owner dictates the long-term product vision, an idea 

of what we want to achieve in the next few years. To do so, he looks at where the product 

is right now, customer feedback, and our competitors, and does market research to 

understand what the users need.  

He shares an updated product vision twice a year, giving a general idea of his plans for 

the next three to five years and then diving more in-depth into the current year. 

4.2.3 Quarterly organization 

At the end of each quarter, each group (Developers, QA, Support, and UX) gets together, 

reviews what has been done in the last quarter and what is not yet finished, and makes a 

list of features they would like to see implemented in the next quarter.  

After everyone has made their list, the team managers and the product owner meet to 

finalize what projects we will work on during the next three months. 

 

 

The above picture is the roadmap for our development team’s first quarter of 2023. As 

you can see, the list of projects is divided by kind. Each project has assigned the main 

developer, a project manager, a designer if the project requires one, and who is involved 

from the user support team, if necessary. 

Not all projects need a designer; some focus on the backend of the application or on 

refactoring, like all the chores listed in the picture. 

 

Each project has a dedicated project page, where you can read all the project updates, find 

links to the documentation, and see who is currently in charge of taking the project 

forward. 

The research and design are already completed for all the projects listed in the picture.  

Figure 9: Organization of a quarter at Balsamiq 
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Projects that involve changing the UI have a designer assigned to them. The designer will 

answer the developer’s questions during development, update the designs if necessary, 

and review the changes during testing. 

 The UX and research team has a similar table for the projects they plan to do during the 

quarter. 

  

As you can see, each project is assigned a developer. During the brainstorming and design 

phases, the developer will help the designer by highlighting possible problems and 

constraints created by the architecture. 

After the roadmap is finalized, the development team meets again to determine project 

staffing and timing. 

4.2.4 Project Organization 

From the beginning to the release, I will illustrate how a feature project is done, focusing 

on the UX and development tasks. In the following picture, you can see a diagram of all 

the phases and who is involved.  

It can be a bit confusing when you see it for the first time; that is why I will follow the 

documentation we created for an actual project I have worked on to explain all the phases  

better. It is essential to notice that while the project is split into many steps, most are short 

and not complex. Discovery, Design, and Development are the most extended phases. 

 

Figure 10: Research and Design projects scheduled for a quarter. 

Figure 11: Overview of the phases of a project 
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The project I chose had the goal of reducing the icons in the toolbar from this: 

To this: 

This was a small change from a developer perspective, but from the user experience point-

of-view, this is a significant change since the toolbar is visible and used by all users. 

Therefore, this project required careful consideration of which buttons we wanted to 

remove and which were necessary. 

 

Preparation phase 

During the preparation phase, the feature project manager (PM) creates the following: 

• A page inside our project tracker application (called Acetaia). 

• A wiki page that contains all the phases and steps we follow through a project. 

You will see screenshots of this page during this chapter. 

• A channel in our messaging app (Slack) for ease of communication. 

• A Balsamiq wireframes cloud project to iterate on the wireframes. 

 

Then, they will assemble the project team (PT), which will include the following: 

• Feature project manager. 

• Product design: The UX and UI designer. 

• User research expert: They will decide how much and what kind of research is 

necessary for the project, do the research, and take the results back to the team. 

• Dev lead: This is the manager of the development group involved. The dev lead 

is not necessarily the developer that will implement the feature. 

• The main developer: The main developer will oversee taking the development 

forward. For smaller projects, they might be the only developer involved, but for 

a more complex project, there will be multiple developers on the project team. 

• QA: quality assurance. 

• Support group: which support groups (tech, sales, docs) must be involved in the 

project and trained on the feature. 

Figure 12: The old toolbar 

Figure 13: The new toolbar 
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When everything is set up, we move to the next phase and give the project ownership 

(“pass the ball”) to the appropriate UX expert. 

 

As you can see, this step is administrative. Its goal is to set up all the necessary documents 

and channels and to involve all the right people.  

I want to highlight that the team size can look big, especially for a more straightforward 

feature, but not all team members are involved in all the steps. For example, eight people 

are part of the team assigned to this feature, but not all of them are involved all the time. 

 

  

Figure 14: Preparation phase 
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Discovery phase 

The goal of this phase is to understand the problem fully and to gather all requirements. 

The steps include looking at all the information we have about the issue. Our knowledge 

sources are tickets, emails, and our forums. If we have any old design or research 

documentation, we will also review that. 

The user research expert and the UX designer lead this phase. The UR and UX experts 

analyze the problem from the user’s point of view while the developers bring up any 

constraints caused by the architecture. 

When all the available information has been gathered, the User Research expert decides 

if further research is necessary to clarify the specifications. 

 

The result of this phase is a list of requirements. Once the list is ready, the Driver gives 

time to the project team to provide feedback before moving to the research step. 

 

 

Figure 15: Discovery phase preparation 

Figure 16: Discovery phase results 
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Research phase 

This phase aims to learn more about the issue we are trying to solve and validate the 

requirements produced in the previous step. 

The user research expert will carry out the needed research. It is up to them to decide the 

appropriate approach to this step. 

Based on the research results, the requirements are either validated or need to be updated. 

Afterward, the project will move to the design phase. 

 

 

 

Design phase 

During the design stage, the designer will create a wireframe of the feature, and they will 

iterate on it with the help and input of the other participants.  

If the feature requires higher fidelity prototypes, they are usually done once the iteration 

on the wireframe is finished. 

 

As shown in the picture below, we only needed a simple wireframe for this feature. It has 

the old version of the toolbar and the proposed new version where most icons have been 

removed or hidden. 

 

Figure 17: Research phase 

Figure 18: Design phase 



38 

 

  

Figure 19: The Wireframe created during the design phase 
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Design Acceptance phase 

During this phase, the team analyzes, reviews, and approves the wireframe produced. The 

study is usually done asynchronously, and then we meet for the final review and 

acceptance. 

If there are any notes from the meeting, they are recorded on the page, like in the picture 

below. 

 

Compliance Checks phase 

This step is administrative. We ensure we align with our security standards and privacy 

guidelines (GDPR). 

Figure 20: Design Acceptance phase 

Figure 21: Compliance Check phase 
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At this point, the “Research and Design” section of the project is complete. Therefore, 

the project is put on hold until scheduled for development in the following quarter. 

While a finished design can be several weeks old before development starts, it will never 

be so old that the feature is no longer necessary or needs to be redesigned. Therefore, we 

always aim to do the research and design phases only when we know we will implement 

the feature as soon as possible. 

 

Initial Development phase 

The “Initial Development” phase is where the feature is developed.  

We have a checklist to ensure everything has been discussed before development starts 

and to facilitate communication between developers, QAs, and design. 

The first thing to do is evaluate if the developers need to change the architecture to 

implement the feature. 

Once we are ready, the developers will create a Git branch and use it to implement the 

feature. We use Git and GitHub as our versioning systems. 

 

Design is not listed as a participant in this phase but will be involved if necessary. What 

might happen is that some corner case has not been considered, or there are questions 

about the design. The developers will ask the designers to clarify or update the design. To 

ensure better communication, questions that arise during this step are usually shared via 

a messaging application; in our case, we use Slack. 

 

Acceptance Testing + Tweaking phase 

The lead developer ensures the project manager and QA can test the feature during this 

step. If they have set up a development environment, they can try the feature directly on 

their machine; otherwise, the developer can release a feature preview version of our cloud 

application. 

We call a feature preview a custom staging build of our Balsamiq wireframes application 

created using the code from a GitHub branch; this allows our stakeholders to test the 

feature before we merge it into the master branch. 

Figure 22: Initial development phase 
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The PM and QAs test the feature to see if they like the UX and UI, and at the same time, 

they will try to find bugs. 

They file a bug report in our bug tracker application for each issue they find. Sometimes, 

if there is time, they might require the developer to fix related bugs found and reported 

before the project started. 

 

 

Final Development phase 

During this phase, the developers implement all the requested changes and fix all the 

known issues. Afterward, another “Acceptance Testing + Tweaking” phase is done. The 

project keeps iterating between the “Final Development” and the “Acceptance Testing + 

Tweaking” phases until everyone is satisfied with the results. 

Figure 23: Acceptance Testing and Tweaking phase 

Figure 24: Final development phase 
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Then, a pull request is created, and developers who have not worked on the project will 

review and leave comments if necessary. Once the pull request is accepted, the code is 

merged into the master branch. 

 

From my experience developing new features, the acceptance testing and final 

development phases are not strictly separate. Instead, they happen simultaneously and 

repeat until the team is satisfied.  

Developers will work on improving the feature while the PM and QA are still testing the 

previous feature preview. Then, when the team feels it is the right moment, a new feature 

preview is released to allow the team to test the latest improvements. 

 

Once the developers fix all the issues, the git branch is merged into the master branch, 

and the project moves to the next step. 

 

Final Testing phase 

Once the code has been merged on the master branch, the QA will perform all the needed 

tests across all the product versions. Finally, the design team checks that the feature 

matches the design.  

 

The feature is ready to be released at the end of this phase.  

 

 

  

Figure 25: Final Testing phase 
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Release phase 

During the release phase, we get everything ready for the release day. Which means: 

• Checking that any new documentation (for the customers) is prepared,  

• Checking that all legal and privacy documents have been updated if needed. 

• Checking that support is prepared and trained on the new feature. 

 

We have a detailed list to avoid forgetting any essential steps. 

Usually, we release once a month, so a new feature might be on the main git branch for a 

couple of weeks before it is deployed to the users. 

 

We do not release all the versions of Balsamiq Wireframes on the same day; instead, we 

do staggered releases. 

 

We release Balsamiq Wireframes for Cloud first, then wait a couple of days to ensure the 

release has no issues, and then we proceed with releasing the other products. We have 

chosen to do staggered releases because we can patch or revert the release faster on Cloud 

than on the other products if a release has issues. 

 
 

 

  

Figure 26: Release phase 
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Clean Up phase 

After the release, we have some clean-up tasks, like creating internal wiki pages, closing 

the project (in the wiki and in our internal project tracker), and closing the slack channel. 

 

The most relevant step of the clean-up is the retrospective. When we close a project in 

Acetaia (our internal project tracker), a retrospective page is automatically created on the 

wiki, and everyone is invited to give feedback.  

 

We ask everyone four questions: 

• What went well? 

• What could we have done better? 

• Can you think of anything we could do short-term to improve things? 

• How about the longer term? 

This last step helps us identify any friction points we can improve on. 

4.3 Are we agile? 

Before analyzing what works well in our environment, we need to understand if we can 

consider our process Agile or if it is traditional.  

By reading the Agile manifesto [BJR01], I would conclude we are agile because: 

• While we have a defined set of tools for our process, we have changed them 

multiple times when we found they no longer fit us. We continuously check in to 

analyze how to improve and adapt our strategies to our needs. 

• While we have some internal documentation, we only keep what we need to do a 

good job. We recognize that our focus is to create a great product and help our 

users design the best wireframes. Therefore, our processes allow us to write as 

much or as little documentation as necessary. 

• Having excellent customer support is one of our strengths and goals. Our support 

team is always looking at ways to improve themselves. 

Figure 27: Clean Up phase 
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• As you have seen at the project’s beginning, we have a long-term plan that is not 

set in stone or with precise deadlines. Instead, we use it more as a compass to 

guide us.  

 

We also follow most of the 12 agile principles: 

Agile principle What we do at Balsamiq 

Our highest priority is to satisfy the 

customer through early and continuous 

delivery of valuable software. 

From the description of our process, we do 

continuous delivery. But since we do not 

have strict deadlines and we strive to 

deliver quality software, we will not 

release an incomplete feature, even if it 

means the development step will take 

longer than expected. 

Welcome changing requirements, even 

late in development. Agile processes 

harness change for the customer’s 

competitive advantage. 

We do entirely agree with this principle. 

We are not afraid to change things even 

during late development when 

requirements change. 

Deliver working software frequently, 

from a couple of weeks to a couple of 

months, with a preference to the shorter 

timescale. 

While a single feature can take over a 

month to implement, we deliver features 

and bug fixes each month. This timescale 

allows developers and QAs to work 

without being rushed. 

Business people and developers must 

work together daily throughout the 

project. 

Business people and developers work 

together as needed. The frequency will 

depend on the project. Since we have 

frequent and open communication about 

goals and expectations, we might get away 

with fewer synchronous interactions. 

Build projects around motivated 

individuals. 

Give them the environment and support 

they need, and trust them to get the job 

done. 

Every developer is involved with the 

staffing of the project; this allows us to 

pick projects we find interesting.  

Projects are mainly self-managed; we trust 

that if a developer needs help, they will 

ask for it.  

On complex projects, we often do pair 

programming. When we encounter 

intricate architectural issues, we set up 

meetings to evaluate and discuss possible 

solutions. 

The most efficient and effective method of 

conveying information to and within a 

development team is face-to-face 

conversation. 

While we agree with this statement, we are 

a remote-first company. Many of our team 

members live outside of Italy, and even the 

Italians rarely visit the office.  
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What we do is video calls as needed.  

We have team retreats once or twice a 

year, where the development team gets 

together. We use this time to discuss 

architectural problems or improvements. 

Working software is the primary measure 

of progress. 

We agree with this statement. 

Agile processes promote sustainable 

development. The sponsors, developers, 

and users should be able to maintain a 

constant pace indefinitely. 

One of our mottos is pace over deadlines. 

We give ourselves deadlines because we 

need to estimate how long a project will 

take, but if the estimate is wrong, we will 

push back the deadline. We do not 

encourage working overtime or weekends 

to meet deadlines. 

Continuous attention to technical 

excellence and good design enhances 

agility. 

All the employees can use part of their 

work hours to do “professional 

development time,” which can be taking a 

course, researching new technology, 

attending a conference, and more. Having 

the time to invest in professional 

development allows us to keep up to date 

with technology and continuously 

improve ourselves. 

Not having to rush to meet deadlines 

allows us the time to create a quality 

product in terms of design and 

architecture. 

Simplicity--the art of maximizing the 

amount of work not done--is essential. 

Yes, we keep our internal documentation 

minimal. We also try to have only the 

necessary meetings. Often, chat messages 

are enough to clear up any questions and 

do not disrupt your day as much as a video 

conference.  

The best architectures, requirements, and 

designs emerge from self-organizing 

teams. 

We agree with this statement. Each team 

can self-organize as they please. However, 

with more complex architectural 

problems, we try to involve all the 

developers to get everyone’s opinion and 

keep everyone up to date. 

At regular intervals, the team reflects on 

how to become more effective, then tunes 

and adjusts its behavior accordingly. 

We often do this. We do a retrospective 

after each project, evaluating what can be 

improved. Then, during our weekly 

development team meeting, we discuss 
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friction points and try to figure out how to 

improve them. Sometimes, it takes a while 

to change a process that is not working, 

but it is okay as long as the change 

happens. 

 

I interviewed the developer’s team lead, the product owner, and the UX expert and asked 

them if they thought we were agile. I have gotten mixed answers, mainly a “kind of.” 

Our UX expert said: “It is mostly Agile, but I have heard a repeated desire in the past to 

have more certainty about design requirements BEFORE starting development.” 

 

The dev lead, states, “I would say we use some Agile practices, but we are not fully Agile. 

For example, we tend to break the projects in small parts, “shipping” to master as often 

as we can, but we also rely on the discovery, design, user research, for all the time it is 

needed, before touching the code.” 

 

I would conclude that we are Agile; we might not fit in the description 100%, but I cannot 

say we are implementing a traditional methodology either since we do not spend enough 

time and effort on the analysis, research, and design phases.  

This difference in opinion is due to the different levels of knowledge of Agile and how 

strict we believe the 12 principles to be. Since Agile is a philosophy, it can be interpreted 

in different ways. 

 

Furthermore, we are adopting the “one cycle ahead” process, with the UX research and 

design done one quarter ahead of the development. The timings are much more expanded, 

compared to the process described in the academic papers, but it is what we can afford to 

do with our staff. This process works very well for us, and the research and UX design 

does not get stale. 

Figure 28: Three quarter development and design tracks overview 
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Having such time to carry out the UX tasks gives us a clear view and direction for the 

project, ensuring it fits well with the rest of the product. We do not want to rush and 

deliver half-baked features. 
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5. Assessing Our Development Process 

We acknowledge that our development process is imperfect and work constantly to 

improve it. The version I have described works well for us, but we still have room for 

improvement. We genuinely believe in Kaizen, also known as continuous improvement, 

and we make a concrete effort to better ourselves and our processes. 

5.1 Successes 

Team coherence 

We are not located in the same office, but having dedicated Slack channels allows for fast 

and asynchronous communication, which is what we need most of the time.  

A written-down chat allows participants to ask questions and express opinions. The others 

can answer when they have time without getting distracted by a call or someone coming 

into your office to chat.  

Designers and developers need deep focus to produce quality work, and even a tiny 

distraction can disrupt their attention. 

 

At the same time, we don’t avoid video calls; we use them as necessary. Sometimes, a 

“face-to-face” meeting can save time and frustration.  

During meetings, we appoint a participant to take notes and add them to the project wiki 

page. These notes prevent the team from forgetting about the discussion and the 

conclusions reached, preventing us from re-discussing the same issue later on.  

Having the same debate multiple times because we did not have notes has happened in 

the past, and it’s a frustrating waste of time. 

 

Scheduling 

We have created our own project template that we follow for feature projects. We enjoy 

writing it down so we can easily follow the steps while ensuring we aren’t forgetting 

anything.  

At the same time, our process is flexible. We can propose changes when we find 

something that needs improvement. The ability to suggest tweaks reflects our Kaizen 

philosophy and decreases the friction that might arise when someone notices the process 

isn’t working as smoothly as they’d like because they can propose changes. 

Another positive side effect of having the template is that the template requests you design 

one person to fill each role necessary for the project. This means that the responsibilities 
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of each participant are clear, and we always know who is in charge of making sure the 

project moves forward (the person in charge changes through the different phases of the 

project). 

 

Knowledge Base 

We have created a culture of collaboration. When working on complex issues, the 

developers do pair programming. Pair programming has three main benefits: the 

programmers reach a better solution, two people are now experts in the piece of 

architecture they have worked on, and bugs and regressions are less likely.  

When the UX experts work with the developers, there is no assumption from either side 

to be more important to the company than the other professional. This understanding 

allows for open and honest communication without managers acting as mediators. 

5.2 Past challenges 

The company has grown slowly through the years and has always hired professionals that 

would fit well with the company culture. This focus on maintaining our culture helped us 

avoid issues with team coherence since we were all aligned toward the same goals. 

Instead, as we grew, we faced challenges related to our knowledge base.  

We were developer-led for the company’s first ten years when the founder would do UX 

design and development.  

He did this without implementing UX research because he and two other UX experts 

interacted daily with our customers through multiple channels (e.g., support tickets, 

forums, Twitter…, etc.).  

These interactions gave them enough confidence to plan and design the features the 

developers implemented. 

But as time passed, they started noticing gaps in their knowledge, so they decided to 

become more intentional in doing UX research, first by conducting user interviews and 

then by having a team member get specialized training on UX research. 

We also did not have a formal process to schedule features, so it happened that the UX 

research and design of a feature would be done too much in advance of implementation. 

In those cases, the UX design had to be discarded and redone because it would not fit 

anymore with the rest of our application. 

 

We have developed the process I illustrated in the previous chapter to solve planning 

issues.  

We have also introduced the Priority Review Board (PRB) meetings.  

This meeting happens weekly with the following goals: 

• Have a regular review of ongoing work with the right stakeholders to make sure 

everyone’s in sync. 

• Free up engineering time from making many priority decisions throughout the 

week. 

• Keep the to-do list clean. 
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The developers lead, the QA lead, the support lead, and the project manager meet (via 

video call) to review the following: 

• Review the size of the current Iteration / Backlog. 

• Review new stories: Everyone in the company can add new stories to our bug 

tracker app. The PRB team reviews, sorts, and labels the latest stories every week. 

• Pick stories for the next week based on resource availability, support lead input, 

and quarterly projects and goals. 

• Review labels to make sure they are still clean. We use tags to categorize the issue 

tracker stories; they allow us to identify where we need to focus and to do “focus 

sprints” where we fix all the issues related to a specific label. 

Before the priority review meeting was established, the developers had to pick what issues 

to work on. This is in the hands of the relevant stakeholders, who have all the available 

information to make informed decisions. 

5.3 Current Challenges 

Our company size, organization, and needs change over time, so it is natural that we still 

have many areas to improve. 

These are the most pressing challenges we are facing.  

 

Team coherence challenges 

While everyone in the company is aligned toward common goals, we have high 

expectations and a long list of things we want to achieve. Still, our resources are limited 

regarding available staff and money.  

We have clearly defined who is responsible for ensuring each phase of a project moves 

forward, but the expected outcome of a step or the desired level of involvement of a team 

member in each stage wasn’t clear to everyone.  

 

The developers recently highlighted that they used to work with the assumption that the 

requirements they get after the design phase is completed are final.  

At the same time, the UX team viewed them as still flexible and not complete, as we do 

not have enough UX professionals with us to be able to spend the time to polish and refine 

a design to perfection. 

The developers brought up the frustration of having to rework the implementation of a 

project multiple times due to the UX experts “changing their minds” on the design or not 

designing edge cases that later revealed the need to change the architecture. 

Because the developers spoke up, the two teams realized that there was a mismatch of 

expectations: the developers expected the designs to be complete, while the UX team 

expected to be able to tweak and change the design through the development phase of a 

project. 

We are currently testing a tweak in our process. The developers now have a more active 

role during the design phase by creating a “throwaway” implementation of the feature.  
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This throwaway version will implement the proposed design, allowing everyone to test 

it. Since this is not meant to be the actual implementation of the feature, writing low-

quality code and making a mess is okay since we plan to re-implement the feature once 

the final design is tested and approved. 

 

This new process has many benefits: 

• We produce a testable feature quickly. 

• Everyone can use the design and see how it feels in real use cases. 

• It is easier to notice corner cases that have not been considered during design. 

• The developers will notice where the current architecture needs to be altered and 

where any pain points are. And have the time to involve the rest of the developers 

if they think it is best to review the changes together. 

• Since everyone knows this first implementation is meant to be thrown away, the 

developers are less frustrated when changes are requested, or new design parts are 

added.  

 

We have just started using this new pattern, but it looks like everyone likes it, and it helps 

us to stay on the same page.  

From a developer’s perspective, knowing that the feature preview created during the 

design phase is not considered the actual implementation of the feature by the team is 

reliving and empowers us to try things out.  

 

Another issue we face when working on a big project is that we have two people acting 

as UX experts: M. who is a trained UX designer and the company owner.  

When the developers ask a question during such projects, the two UX experts might 

disagree on the answer, and to the developers, it is not always clear who has the power to 

make the final decision. 

This issue is exacerbated by M. living in another time zone, meaning he will start 

answering questions towards the end of the developers’ workday, while the owner can 

respond right away.  

Because of this, the developers know that M. was not consulted prior to the answer and 

know M. might disagree with the answer given by the founder, leading to further 

discussions. 

Unfortunately, we don’t have a clear solution here. 

Ideally, we would hire more people to work on the UX team, possibly in the same time 

zone as the developers; M. would be the coordinator as the senior UX designer, and the 

owner would act only as project manager, leaving the more nuanced details of the UX 

design in the hands of the designer.  

 

Knowledge base challenges 

We all agree about the value of UX; it is essential for our product: 

• We aim to have a better user experience than our competitors. 
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• Balsamiq is a software used to design UX experiences, and it would be wrong if 

we had a bad UX. 

But there is still room for improvement. 

The UX team is small compared to the number of developers we employ. 

 

Currently, the UX team is made up of 3 people:  

• An UI designer, who is also a professional UX Designer. 

• The owner who acts as UX Designer. 

• A User Research expert. 

 

That is a small team compared to the number of developers in our company: our 8-people 

team and another 7-people team. 

This disparity stretched the UX team thin with the number of projects the developers 

could handle.  

This issue seems to have improved since we changed the process, involving the 

developers more in the UX phases. As I said before, a solution would be to increase the 

number of UX experts in the company, but we do not plan to hire anyone soon.  

 

Scheduling challenges 

I believe we have gotten pretty good at scheduling features and estimating how long 

they’ll take to implement. 

We only start research and design on projects we plan to implement soon, and no one is 

left waiting for others. The developers do not spend time waiting on designs; they either 

work on other projects or participate in the design phases. 

 

The only issue we are facing in this category is related to time zones. Unfortunately, our 

UX designer is located in the USA, while the developers are all in Europe. We only have 

one hour of overlap each day, which is often filled with other meetings. Face-to-face calls 

between the designer and the developers are rare, and that can be frustrating when the 

developers need clarifications on the design. 

As I have said before, we ask questions in Slack, the instant messaging application we 

use, or create a wiki page. What usually happens is that the company owner answers the 

questions. Still, sometimes the UX designer has a different opinion, so the developers 

have to either start working before the UX expert can participate in the discussion or wait. 

The developers will choose to wait if they can work on other sides of the project (for 

example, on the architecture) or if they have other projects/bugs to work on; otherwise, 

they will start working with the information they have at that time and hope they do not 

have to go back and make changes. 

5.4 Suggestions for a successful transition 

In this thesis, I have analyzed the status of the Agile development patterns, with a focus 

on the integration of UX design methods. 
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Integrating UX research and design when developing in short iterations brings many 

challenges, but none of them are insurmountable. 

Many companies have successfully merged UX design and Agile models, but true and 

seamless integration is always the result of hard work from everyone on the team. 

Open, honest, and frequent communication is the stepping stone to achieving success. 

 

In Chapter 3, I have highlighted the most important aspects of success according to the 

current literature. 

Following those recommendations, these are the steps I would follow to ensure a 

successful addition of UX tasks to an Agile team. 

 

Make sure everyone is on board. 

Collaboration is the basis of success. Before you start making changes, set aside some 

time to gather requests, doubts, and questions from everyone. Then, address them to the 

best of your abilities. 

 

Set up a feedback culture. 

Ensure everyone knows how to give and receive feedback. And make sure the teammates 

know that feedback is a good and wanted thing. After all, it’s better to know that 

something isn’t working (or can be improved) sooner rather than later. But remember that 

feedback isn’t always negative; positive feedback is welcome too, and it boosts the morale 

of the team. 

The best way to know if an aspect of your work needs work is through feedback. 

 

 At Balsamiq, we have several wiki pages about feedback, and we’ve also had some group 

training on it. Giving and receiving feedback is not easy (especially when it’s not positive 

feedback), so it’s essential to know how to do it. I would suggest having a resource page 

with resources the employees can use as a reference when they feel the need and for new 

employees to use as training. 

 

Align the knowledge base. 

Ensure everyone understands the goals of Agile development and the importance of 

focusing on UX design. If there are experts on these topics in the team, ask them to give 

a short presentation and answer any questions that might arise. 

Be sure to record the most important information in the wiki in case someone wants to 

revisit them or for future teammates. 

Try to find ways to inspire employees to share information with eachother continuously. 

At Balsamiq, we have each team give a short presentation about what they’ve been 

working on to the rest of the company every two months. And we have company experts 

give more in-depth lectures at the company retreats. 

 

Pick a software development approach. 

Now that you have laid a solid foundation, you can start making changes.  
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Evaluate if your current Agile model can be adapted to ensure there is enough time to 

carry out UX tasks. At Balsamiq, we’re using the one sprint ahead model, slightly edited 

to better fit our needs. But it was not always like this; we have reached our current model 

through many iterations and a lot of trial and error. 

If you are switching from a traditional development model, involve your team when 

choosing a pattern to start from. 

Whichever pattern you choose, you’ll probably need to make some changes along the 

way. Avoid making the mistake of thinking you’ve found the final solution. Stay open to 

change. At the same time, don’t rush into making a lot of changes at once. Try to improve 

your model incrementally and give the team time to test out the changes before you decide 

if they are working and before you make more edits.  

Humans don’t like change, so it can take your team some time to warm up to a new 

pattern. 

 

Define roles. 

Clearly defining roles in the team will increase its effectiveness and reduce conflict, 

leading to an overall more productive team. 

 

Take the time to review who holds responsibilities and decisional power. Review your 

findings with the team and make sure the workload is properly distributed.  

Once everyone agrees on the responsibilities distribution, make sure you record your 

decisions to help people know who has ownership of what. 

The image below is my team’s page. You can see every person and get an overview of 

what they work on and their responsibilities. 

 

Keep a loose schedule. 

Understand that when you make big changes, there will be a time when estimating the 

time it takes to implement and deliver a new feature is going to be less accurate.  

Avoid setting hard deadlines and give more time to your team to work on the projects. 

This doesn’t mean that the team will always be slower than before. But with a big change 

such as this one, people will have to put more effort into their workday to follow the new 

Figure 29: Development team overview 
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guidelines; as time goes on and the pattern becomes second nature to them, their speed 

will improve. 

You also must consider that adding UX research and design on top of development will 

make it look like a feature requires more time compared to traditional software models 

because each feature now includes design and development, whereas, in traditional 

software models, the design is already completed when the team starts working on it.  

Don’t give up on estimating how long a feature will take to develop. Estimating the time 

and effort is a difficult skill to train, but it will help with building a solid quarterly and 

yearly timeline. 

 

There is no magic formula to follow when deciding which development model will suit 

your team the best, as there are many factors that can influence the success of one 

approach over another. I would suggest researching the most common Agile development 

models (some I have cited in Chapter 2.3) and deepening your knowledge of the 

methodologies to integrate UX design and Agile development adopted by other 

companies (Chapter 3.7).  

Compare those methods to the ones you are using now to see which one you think will 

suit your team the best. Reflect on who would cover each role and evaluate if you have 

enough staff with the correct expertise for each position required by the model.  

 

In the end, the success of the transition is all up to the effort every team member is willing 

to put into it. Integrating Agile and UX design can be done and can be very successful for 

your team and your company.  
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6. Conclusions 

The goals of the research were to evaluate the known strategies to integrate UX design 

tasks into Agile development and to investigate if there could be a better way to integrate 

them. 

I also wanted to develop a pattern that alleviated the stress and frustration that can arise 

when merging two different disciplines, such as UX design and development. 

 

To understand the issues that can arise while attempting to integrate UX tasks into an 

Agile team and to form an opinion to develop a process to better the work relationship 

between UX experts and developers, I had to answer a list of questions. 

• What are the core differences between traditional software models and Agile 

patterns? 

• Where and how do the UX design tasks fit into a traditional pattern? Where and 

how can they fit in an Agile pattern? 

• What are the main issues encountered by teams trying to focus on UX design in 

Agile development environments? 

Through the comparison between traditional and Agile patterns, one can easily identify 

the main issues a UX expert would have to face. 

 

The issues are: 

• Short development cycle. Having rapid iterations means that there is limited time 

to carry out UX tasks. Research and design activities can be lengthy and not fit 

into an Agile iteration. 

• Changing requirements. The requirements can change at any point, so the research 

and design done might become obsolete fairly quickly. 

• Involving customers. When iterations are short, it is difficult to involve clients in 

interviews and research at the correct moment. At the same time, if one manages 

to involve customers, the amount of feedback received can be overwhelming. 

• Documentation: UX tasks require a significant amount of documentation, which 

can slow down the project. 

 

After I reviewed articles about the topic of integrating UX work in Agile teams, I found 

out that besides the issues listed above, there are many more friction points but also some 

solutions to them. 
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I have collected these issues and divided them into three categories. 

 

Team coherence issues regard all the problems caused by team members not 

collaborating or not agreeing on topics.  

One of the biggest obstacles is power struggles inside the team. Authority disagreements 

between UX professionals and other teammates happen often. These conflicts can make 

working in a team nearly impossible. 

A second set of issues can arise when coworkers value user-experience differently. The 

consequence is a team being focused only on development and on adding functionality 

where all the UX tasks are not prioritized or done on the side. 

 

Scheduling issues are the problems that stand out the most when one wonders how to 

integrate UX tasks. As I said above, they are caused by the very short development cycle 

that Agile methods encourage.  

These challenges vary from figuring out how to adapt the lengthier UX tasks to fit into 

one iteration to how to do UX research in a timely fashion.  

These issues can be solved by adding a pre-development step before the start of a project 

to conduct the initial research and create the designs for the first feature. Then, the UX 

designers and developers work on parallel tracks. The designers work one or more sprints 

ahead of the development, allowing them more time to do their tasks.  

The estimation of the time needed to implement a feature when it includes UX directives 

can be problematic. Oftentimes, developers overestimate how long such a feature will 

take when compared to the same feature done without the UX design requests.  

While it’s true that a feature that takes UX design into consideration will take longer to 

implement, the overestimation comes from a lack of knowledge and training of the 

developers. 

Falling back to a development-focused approach in order to deliver the software faster is 

another risk. This is more likely to happen when overestimating the time required to 

implement UX guidelines or when an organization is limited by budget or time. 

 

A lack of knowledge is the last set of issues. When bringing UX design and development 

professionals together, they often have different levels of understanding of what each 

other work entails. This can cause developers and stakeholders to not give UX tasks the 

right value, and they might end up not prioritizing them correctly as a consequence.  

Articles written in academia and by professionals propose a multitude of approaches to 

try and mitigate these issues.  

 

The most relevant are: 

• One cycle ahead pattern. After a first sprint dedicated to user research and UX 

design, the designers will work one (or more) sprint ahead of development. This 

gives the designers one full sprint to research and design a feature and gather 

feedback on the last released feature. The developers and designers will work on 
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separate tracks while keeping synchronized via frequent meetings and open 

communication. 

• Three tracks UX research pattern. This model focuses on scheduling three 

different research tracks of different lengths. The strategic track is the longest and 

is used to schedule generative research, and it will help define the product 

roadmap. The tactical track lasts several weeks, and it is comprised of generative 

research to define product features and prioritize the backlog. The Validation track 

lasts one iteration, and it is used to verify assumptions, validate designs, and 

gather user feedback.  

• Lean UX is an iterative pattern that focuses on user feedback and aims to integrate 

UX design activities into Agile development by involving the developers in the 

design process. This favors knowledge sharing and prevents silos. 

 

Unfortunately, while these patterns do tackle some of the issues, they do focus on only 

some of them. They mainly ensure that the UX designers have enough time to do their 

tasks, but they don’t elaborate on the other issues a team is likely to encounter. 

I proceeded to illustrate and analyze the development process at Balsamiq, my workplace. 

We are Agile; we have grown and changed throughout the years, and we have faced many 

challenges, solving many of them. 

 

Through the years, we’ve faced issues in all three categories I have identified: 

• Team coherence challenges. The developers believed that the directives 

provided by the UX designer were final and complete, while the designer 

considered them a work in progress and expected to be able to change them while 

development was happening. 

• Scheduling challenges. It happened multiple times that the design was done too 

in advance of development, making it obsolete once development was ready to 

start implementing it. 

• Knowledge base. We did not have a staff member trained in doing UX research; 

all the information we used to create the designs was collected through interaction 

with the users. 

 

Using the knowledge we acquired through facing these problems, I have created a six-

step guide to help teams make a successful transition.  

I didn’t propose a new pattern as I believe that the ones proposed in the literature work 

well. Instead, I focused on creating strategies to avoid the other challenges that might 

arise whilst transitioning. But even if your team has already implemented a UX-centric 

Agile environment and is facing issues, those ideas can still be applied. 

 

These are my ideas and the order I’d follow them in if I were managing a team that is just 

about to introduce more focus on UX design tasks: 

• Make sure everyone is on board. Without a culture of collaboration, you are 

setting your team up for failure. Find the time to make sure all the doubts have 
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been addressed or that they are at least known to you. Find out the needs of your 

coworkers. 

• Create a feedback culture. With change comes frustration. If your team knows 

how to give and receive meaningful feedback, you can lower the amount of stress 

they feel and improve the work environment. 

• Align the knowledge base. You have professionals from different backgrounds 

trying to work together: stakeholders, developers, and designers. They have 

different understandings of what each other work entails. If their knowledge is not 

aligned, at least at a high level, they will have mismatched expectations of each 

other, grow frustrated, and the level of collaboration between them will be lower.  

• Pick a software development approach if you don’t already have a model that’s 

working for your team. Examine the way you’re currently working. Is there 

enough time to carry out UX tasks? Can you modify your model to allow the UX 

experts time to do their tasks? If not, I’d suggest researching different models and 

picking the one that best fits your team structure and needs. Keep reminding 

everyone that this new process is a “work in progress” and that together and with 

time, you will adapt it to the needs of the team. This will help your coworkers 

handle the stress they might be feeling and encourage them to give feedback on 

what’s working and what isn’t. 

• Define the roles of every member of the team. With the pattern change, the roles 

and responsibilities every employee has might not be clear anymore. Take the 

time to define the expectations the team has of every member. Otherwise, some 

work might not be done because no one has ownership of it, or conflicts about 

who has decisional power might arise. 

• Keep your schedule loose. Your team is going through a big change. Features 

will take longer to implement, especially in the beginning, as people need to adjust 

to the new pattern. Don’t add frustration by having hard deadlines and making 

your team work overtime to catch up. Instead, allow for extra time to carry out 

tasks, and while everyone is adjusting, actively look for feedback. It’s through 

feedback that you’ll see what you should improve on. 

 

By following these steps, the transition to an Agile and UX-focused team should happen 

successfully. I have put a lot of stress on feedback and collaboration because I have 

realized that they are what will make a team successful. They should be the focus of every 

team manager who cares about the success of their team and the well-being of their 

coworkers. 

6.1 Limitations and Future Developments 

A limitation of the solution provided is caused by the time constraints of this thesis. With 

more time, more in-depth research of the published documents could be carried out, and 

the list of issues encountered by the team could be expanded, both in the number of issues 

and in the description quality of them. 
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Afterward, more steps could be added to the solution. The provided steps could also be 

expanded on by creating further documents with a more in-depth formal process. These 

documents were not produced because to refine the steps, they need to be applied and 

tested in one or more work environments. 

 

Regarding this future investigation, if there is the possibility, it would be carried out in 

multiple different companies, ranging from small to big ones and from young to 

established teams.  

With the results from the studies, the process would be formalized and expanded, turning 

it into an actual, complete development pattern. 
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