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Abstract

State of the art techniques for creating secure software within the Agile process:
a systematic literature review

by Francesco Maria Moneta

Agile processes have become ubiquitous in the software development community, and are used by the majority of companies. At the same time, the need for secure and trustworthy software has been steadily growing. Agile software processes nonetheless have proven difficult to integrate with the preexisting security frameworks developed for the Waterfall processes. This thesis presents the results of a systematic literature review that investigates solutions to this problem. The research questions to which the researcher tried to answer are: "which are the latest solutions to enhance the security of the software developed using the Agile process?" and "Which of the solutions discussed have performed best pilot studies?". This study analyzed 39 papers published between 2011 and 2018. The results were ordered according to which exhibited the highest consensus and coded into four sets. The most salient suggestions were: increase the training of the developers, add dedicated security figures to the development team, hybridize security solution from the waterfall processes and add security artifacts such as the "security backlog" and "evil user stories" to Agile.
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Chapter 1

Introduction

Agile software engineering methods have become the norm in recent years and their usage has widely outnumbered the waterfall methods (Project Management Institute 2017). A recent survey showed that currently, in 2018, 91% of companies have adopted Agile, up from 82% in 2015 (Dimensional research 2018). Software companies turn to Agile for the shorter time to market, higher productivity, increased quality of the product and heightened engagement and satisfaction from the employees (Cohn 2009). Nonetheless, there is a cost to pay for these improvements. Reduced time-to-market means reduced time to write and maintain the documentation. Because Agile does not put great emphasis on big upfront design, features are presented to the stakeholders sooner. But certain application, with specific non-functional requirements needs, seem to suffer from the reduced preparatory phase. It is the case, in particular, for application that have stringent security requirements. During the years, many frameworks and solutions have been developed to produce secure software. These solutions, like the Capability Maturity Model developed within the Department of Defense of the United States (Humphrey 1988), were developed to fit into the software engineering main methods of the time, based on the waterfall process. Big upfront design, comprehensive testing and a general top-down approach are key elements of these frameworks. All of these attributes are in clear contrast with the Agile paradigm (Beck et al. 2001) and with the new methods that spawned at the beginning of the new century. New ideas to produce software with a high degree of trustworthiness within the Agile process were required. This thesis tries to present them, discussing the latest and most advanced techniques that the scientific literature has to offer. To perform this study, the "systematic literature review" method was used. It enabled the researcher to acquire, codify and thoroughly present the studies that were meaningful to the this research. The thesis is organized as follows: the first chapter is dedicated to this brief introduction. Following, the background chapter discusses all the topics that are necessary to the understanding of the thesis itself. Chapter three is dedicated to the method and the analysis of this systematic literature review. It contains the information necessary to repeat this study and presents some statistical analysis of the findings. The subsequent chapter, Results, is dedicated to presenting the findings of this study. Each of the two research questions is introduced in a section, in which the data collected from the study papers is thoroughly discussed. The suggestions are ordered in descending order. Priority is given to the solutions that exhibited the highest consensus among the researches. The fifth chapter, Discussion, gives an overview of the methods presented beforehand, debates the the limitation of this study, presents related work and possible future researches. Finally, the sixth chapter, Conclusions, sums up the findings and present a synopses of this thesis.
Chapter 2

Background

2.1 Software Engineering

The notion and discipline of “software engineering” originated in the 1960’s as a way to maximize the quality of the software and increase its reliability by streamlining its development. At the NATO conference on “Software Engineering” of 1968, a discussion took place on how to turn software development, considered too much of an art, into a scientific discipline, by the means of structuring the programs and their execution, using modules and testing (d’Agapieff 1969). The classical software engineering methodology that spurred early on and dominated the field until the late 2000’s, came from the defense sector. The waterfall model, proposed in an article by (Royce 1970) and developed within the U.S. Air Force, suggests a top-down approach to the development. In a well defined series of steps, the requirements are elicited, the software is designed and coded. In the end testing and deployment conclude the development process.

2.2 Agile process

Agile software development methodologies were born in the early 2000 in opposition to plan-driven methods. The latter, perceived as slow and heavy were an unsatisfactory answer to the needs of an ever changing software landscape. Agile has spurred a plurality of different methods, each sharing a set of principles expressed in the Agile Manifesto (Beck et al. 2001). Agile methods privilege “individual and interactions over processes and tools”, “Working software over comprehensive documentation”, “Customer collaboration over contract negotiation” and finally “Responding to change over following a plan”.

2.2.1 Scrum

Scrum (Schwaber and Beedle 2002) is the most widely adopted development method based on Agile, being used in more than half the organizations, according to (Collabnet 2018). This method is described as “ A framework within which people can address complex adaptive problems, while productively and creatively delivering products of the highest possible value” (Schwaber and Sutherland 2017). Scrum describes a specific set of artifacts and events to structure the development process and create a product through small but constant series of increments. Moreover, certain figures composing the scrum team are described. Specifically: the Product Owner, whose duties and prerogatives include managing the “Product Backlog” (ordering the items to achieve maximum value, ensure visibility and transparency of the items), the Scrum Master, responsible for the good execution of the Scrum method. This person acts as a mediator between the team and the shareholders and
ensures fruitful interactions between the parties. The Development team should be self organized and cross-functional. A team should be small enough to be deft and agile to minimize the communicational overhead, but still able to produce a value-increment in each iteration. Moreover, it is the team that is held accountable for the development of the artifacts, even for those that have been produced by an single member. An iteration of the process in Scrum is called a “sprint” and it lasts between 2 and 8 weeks. The sprints are designed to provide ad addition of value to the product at every iteration. Because of its iterative nature, Scrum is well suited to adapt to changes in the product requirements.

2.2.2 Requirements traceability

Ensuring that all the requirements have been met is not a simple task. Activities of software engineering were developed to trace these requirements, describing their "life" in the context of the life of the project. Thus, we are able to associate at each stage of the development the produced artifacts to the requirements they describe. A novel traceability model is discussed in paragraph 4.1.3 by (Barbosa and Barros Sampaio 2015).
2.3 Security

2.3.1 What is security

Security is the property of a system or of data that assures its resiliency against improper or malicious use. Security has been historically divided in three main attributes (Brooks 2013): Confidentiality, Availability, Integrity. Specifically, confidentiality assures us that the information we use will remain secret (private) to anybody who does not hold the authorization to view it. Integrity safeguards us on the fact that only those who hold the authorization may change the system or the data. Availability is the property that ensures us that the information or the system will always be accessible.

Different type of attacks may subvert one or more of these properties. For instance, DDoS attacks will menace the availability of a certain service, without compromising the other two. A man-in-the-middle exploit will instead target the confidentiality. The integrity of a data and system may be compromised if an attacker obtains, through privilege escalation, an administrative account. When developing a secure system, it is important to elicit the requirements that said system will have to satisfy (Bishop 2003). A system exposed to the Internet and that has to handle sensitive information, such as credit card numbers, social security numbers and private records, will have to abide to stricter requirements than a gaming software. Some organization may privilege confidentiality over availability, and vice versa. These considerations will dictate the policy of a system, or the set of rules defining "who is allowed to do what". More technically, a policy defines a set of allowed states in which the system is considered secure. Transitions are also defined, moving the system from a safe state to another one. If the system is allowed to move into an unsafe state, or if a malicious use forces into one, the system is considered non secure.

Enforcing the policy, which is, making sure that the system does not enter unallowed and unsafe states, depends on the mechanisms. The technical mechanisms necessary tend to be complex to implement and, like any software, are prone to include errors.

2.3.2 Design principles

As described in the classic work by (Saltzer and Schroeder 1975), there exists 8 security principles that, if used as guidelines, may help to provide a design and an implementation with fewer security flaws. The principles are the following:

- Simplicity or Economy of mechanism: aim at keeping the design as simple and as small as possible.

- Fail-safe defaults: in absence of a specific permission, the standard behavior should be lack of access. Permission should never be granted by exclusion.

- Complete mediation: Every access to any object should be checked for authority.

- Open design: the design should be open and visible. Security “through secrecy”, and thus depending on the ignorance of the potential attacker, is a bad principle and unattainable if the software is widely distributed.

- Separation of privilege: a mechanism that requires two identification methods (keys) will always be inherently safer than another that requires only one.
• Least privilege: each program and user should operate at the lowest privilege level that allows it/him to complete the job.

• Least common mechanism: minimize the amount of mechanism common to more than one user and depended on by all users.

• Psychological acceptability: ease of use should be essential when designing protection mechanisms.

nonetheless, only some of these principles have become staples of security practices and can be found on modern widespread and complex software. As noted in (Smith 2012), three principles do not play a role anymore in nowadays software landscape. Simplicity, complete mediation, and psychological acceptability, due to market requirements, obsoleteness and human behavior, respectively.

2.3.3 Touchpoints

While seldom mentioned in the papers scrutinized in the production of this systematic literature review, many if not most of the ideas proposed can be traced to the work of Gary McGraw. In his book (McGraw 2006), McGraw counters the issue of security reaction, proper of organizations that encountered losses due to lack of security in their software, by “building security in”. A set of seven “touchpoints” or best principles are suggested as one of the pillars of creating secure software. These appeared initially on (McGraw 2005) and since then have been widely adopted “by the US National Cyber-Security Task Force report, by Cigital, by the U.S. Department of Homeland Security, and by Ernst and Young” (McGraw 2006).

In his work, McGraw proposes these best practices to fill the gaps between the “state of the art” security ideas and the actual industry practices. These touchpoints are said to apply to any software development process, regardless of the methodology. This agnostic way of implementing security is stressed as critical, since organizations will not be prone to subvert the proven methods on which they rely to produce software. Instead, the “touchpoints” are ensured to be easily portable to any agile or waterfall process, and thus can be migrated with minimal disruption. While all important and highly recommended, the author orders the best practices from most to least effective, so that organizations may prioritize their implementation. The touchpoints are in order:

1. Code review
2. Architectural risk analysis
3. Penetration testing
4. Risk-based security tests
5. Abuse cases
6. Security requirements
7. Security operations

These 7 practices provide an holistic approach to security and comprehend both self described “destructive” and “constructive” practices. The first ones are described as activities to “break software”, attacks and exploits, designed to highlight flaws and
vulnerabilities during development. The second ones, defensive in nature, are based on safe design and functionality.

By reviewing the results of the multiple studies taken into consideration in this systematic literature review, it is clear that these touchpoints were, and remain, highly influential in dictating the strategies to produce secure software.

2.3.4 OWASP

The Open Web Application Security Project (The OWASP foundation n.d.) is a non-profit organization founded in 2001 with the aim of improving the security of software. During the years, many projects, documentation and tools were developed within it. Many suggestions found in results of this systematic literature review are directly derived from OWASP recommendations. Thus, in this background section of the research, the most influential ones are reviewed.

The most famous document, produced in various iterations since 2010, is the “OWASP top 10” (OWASP top 10 2017), which expresses the consensus of the IT community on the ten “most critical security risks to web applications”. Each of the risks gets a score on multiple concerns such as: Exploitability, Prevalence, Detectability, and a technical value. Attack scenarios and tips on how to prevent the vulnerability are also present, to provide real-world advice and effective guidance to developers. It is seen as a stepping stone for any organization wanting to implement a change in the software culture and to produce secure code.
Another well known and recurring tool that gets mentioned in the research papers is the "OWASP Dependency-Check" (OWASP dependency check n.d.). At its core, it is an application that automatically checks the dependencies used by the software. The results are then run against a database containing all the publicly known vulnerabilities for the libraries. According to (Williams 2014), while many companies are increasingly aware of the need for the non functional requirement of security in their custom code, few of them realize the inherent danger represented by insecure libraries. This under-appreciated danger affects most of the software, because modern complex software products strongly rely on them. Up to 80% of the total number of lines of code may be composed by libraries.

2.3.5 Microsoft Security (Software) Development Lifecycle

Microsoft Secure Software Development lifecycle is a process developed for waterfall methodologies to "build more secure software and address security compliance requirements while reducing development cost" (Microsoft SDL n.d.).

![Diagram](image)

**Figure 2.3:** Microsoft SDL proprietary security process, waterfall pictured.

Microsoft also developed a version dedicated to Agile development (Microsoft SDL for Agile n.d.). Facing the problematic that, as this research will show in chapter four, many other researchers had to tackle when hybridizing waterfall and agile processes, Microsoft opted for a novel solution. The company re-organized the different SDL practices by the number of times these gets do be executed. The practices, pictured in figure 2.3, are divided in: "every sprint", "bucket" and "one-time" practices, according to the frequency with which they have to be completed. Moreover, Microsoft stresses the importance of training, even before approaching SDL. Core security training is a prerequisite for both SDL and SDL for Agile. This suggestion will be recurring in the research papers and will be further discussed in chapter 4.

2.3.6 Decomposition of Security

Presented for the first time in the article by (Chenxi Wang and Wulf 1997), the "decomposition of security" is a technique that will get further discussed in the findings of this research. It produces an evaluation of the security strength of a system by decomposing it into its core components. The breaking-down phase is formed by four steps:

1. the identification of a security related goal (root)
2. the identification of components vital to the goal (nodes)
3. iterative decompositions of these nodes until no further simplification can take place

4. end the process when the leafs are independent from each other and can be assigned a security score

A security score is assigned to each of these resulting components and then, the aggregated value is computed to form the final estimate. This was a pioneering security metrics development approach, novel in the security field when presented at the time.
Chapter 3

Research method

There exists many research methods to conduct a study in the Software Engineering field, as described in (Basili, Selby, and Hutchens 1986). The chosen method to conduct this thesis was the Systematic Literature Review, a research process originating in the medicine field. It provides a broad but accurate view of all the solution to a problem, which can then be analyzed, compared and interpreted. It consists of 3 main stages: planning, conducting and reporting the data. Initially, during the planning phase of this study, the research question were developed, making sure that these were narrow and precise enough to make the SLR manageable. Developing a strategy for conducting the research in advance was not only advisable but necessary to avoid bias in the research questions and in the coding phase. Once the scope was defined, a selection process and a strategy for the relevant paper was devised, as well as inclusion and exclusion criteria. To perform the data extraction phase, groups were created to incorporate the solutions. When conducting this SLR, the papers were selected using the aforementioned strategy, then the data was extracted and coded for ease of access and control. Solutions were summarized and categorized, before being actually reported on this review.
3.1 Research questions

Two research questions were studied in the completion of this thesis. These were:

RQ1: Which are the latest solutions to enhance the security of the software developed using the Agile process? RQ2: Which of the solutions discussed have performed best pilot studies?

3.2 Selection Process

The process of obtaining the review papers was preceded by the creation of a strategy, as highlighted in (Kitchenham 2004). The steps followed were:

1. Automated search querying research databases
2. Selection of relevant papers based on title
3. Full text review and quality assessment

Step 1 started by querying four different databases: IEEE, “Web Of Science”, ACM and Scopus. The research strings, developed beforehand to avoid bias, evolved after a series of trials until the results were satisfactory.

Furthermore the research strings had to be adapted to the different standards and dialects of the peculiar front-end systems while maintaining the same semantic expression. The researcher concluded not to incorporate any paper older than 2011 for two reasons: firstly because this thesis wanted to propose and analyze only the most recent solutions developed in the academia. Secondly, it was necessary to maintain a scope that resulted manageable for a single researcher to work on. The inclusion and exclusion criteria were developed before the actual selection process, but were subject to improvements and changes during that phase. The initial search prompted 156 results. These were then inspected to reveal duplicates and false positives. A final batch of 39 relevant papers was then reviewed and extracted. Moreover, a quality value was assigned to each paper. This qualitative screening rated each and every paper “low”, “average” or “high”. This aided the researcher in compiling the results and establishing if a consensus on certain practices had been established.

3.3 Data extraction and coding

The data extraction phase was performed by mapping the findings of the papers on four different answer sets, relevant in answering the two research questions. Thus, each paper was completely analyzed to extrapolate its significance and its data. The “findings” section of the studies was always the part that required the most attention. Each and every suggestion was cataloged with in depth explanations. Subsequently, through a series of summarizations, the information was distilled to a form detailed enough to allow for discrepancies of method between similar studies, but general enough to allow for the coding phase to take place. The subdivision of the papers into four groups could then take place. Each solution presented in the papers was mapped into the corresponding group or groups, defined a priori. Confirming the quality of the initial planning phase, each study mapped directly to at least one set. This reassurance was essential. Had the papers shown ideas that were completely
impossible to reduce to one of the solution sets, it would have meant having to re-
design the research from the ground up to take the additional non-mapped sugges-
tion into consideration. Various papers were instead mapped on multiple sets, thus
creating a complex web of researches to analyze in order to find the consensus on
the best strategies.
### Table 3.1: List of research papers belonging to each group

<table>
<thead>
<tr>
<th>Artifacts of Agile</th>
<th>Human Factor</th>
<th>Agile Process tools</th>
</tr>
</thead>
<tbody>
<tr>
<td>(Maier, Ma, and Bloem 2017b)</td>
<td>(Imran Ghani and Jeong 2014)</td>
<td>(Maier, Ma, and Bloem 2017b)</td>
</tr>
<tr>
<td>(Imran Ghani and Jeong 2014)</td>
<td>(Baca, Boldt, et al. 2015)</td>
<td>(Baca, Boldt, et al. 2015)</td>
</tr>
<tr>
<td>(Baca, Boldt, et al. 2015)</td>
<td>(Poller et al. 2017)</td>
<td>(Balasubramani et al. 2015)</td>
</tr>
<tr>
<td>(Bartsch 2011)</td>
<td>(Adel-</td>
<td>(R. Savola, Frühwirth, and Pietikäinen 2012)</td>
</tr>
<tr>
<td>(Barbosa and Barros Sampaio 2015)</td>
<td>(Imran Ghani and Jeong 2014)</td>
<td>(Poller et al. 2017)</td>
</tr>
<tr>
<td>(Epstein 2008)</td>
<td>(Baca, Boldt, et al. 2015)</td>
<td>(Adel-</td>
</tr>
<tr>
<td>(Rindell, Hyrynsalmi, and Leppänen 2016)</td>
<td>(Bala-</td>
<td>(R. Savola, Frühwirth, and Pietikäinen 2012)</td>
</tr>
<tr>
<td>(Oyetoyan, D. Cruzes, and Jaatun 2016)</td>
<td>(Camacho, Marc-</td>
<td>(R. Savola, Frühwirth, and Pietikäinen 2012)</td>
</tr>
<tr>
<td>(Camacho, Mar-</td>
<td>(Bartsch 2011)</td>
<td>(Alnatheer et al. 2013)</td>
</tr>
<tr>
<td>(Oyetoyan, D. Cruzes, and Jaatun 2016)</td>
<td>(Tigist, Kidane, and Bengt 2013)</td>
<td>(Oyetoyan, D. Cruzes, and Jaatun 2016)</td>
</tr>
<tr>
<td>(Barbosa and Barros Sampaio 2015)</td>
<td>(Epstein 2008)</td>
<td>(Felderer and Pekaric 2017)</td>
</tr>
<tr>
<td>(Epstein 2008)</td>
<td>(Tigist, Kidane, and Bengt 2013)</td>
<td>(Felderer and Pekaric 2017)</td>
</tr>
<tr>
<td>(D. S. Cruzes et al. 2017)</td>
<td>(Camacho, Marc-</td>
<td>(Felderer and Pekaric 2017)</td>
</tr>
<tr>
<td>(Choliz, Vilas, and Moreira 2015)</td>
<td>(Oyetoyan, D. Cruzes, and Jaatun 2016)</td>
<td>(Felderer and Pekaric 2017)</td>
</tr>
<tr>
<td>(Choliz, Vilas, and Moreira 2015)</td>
<td>(Camacho, Marc-</td>
<td>(Felderer and Pekaric 2017)</td>
</tr>
<tr>
<td>(D. S. Cruzes et al. 2017)</td>
<td>(Camacho, Marc-</td>
<td>(Felderer and Pekaric 2017)</td>
</tr>
<tr>
<td>(Oyetoyan, D. Cruzes, and Jaatun 2016)</td>
<td>(Camacho, Marc-</td>
<td>(Felderer and Pekaric 2017)</td>
</tr>
</tbody>
</table>
3.3. Data extraction and coding

**Figure 3.2:** Databases included in search, and number of matched articles. The research papers were obtained by querying 4 different databases. Here the graph shows the percentage of papers included in the literature review that came from each of these.

**Figure 3.3:** Not all the papers obtained from the databases were useful. A number of papers were removed during the manual phase of the selection process. This chart illustrates how many studies from each database were either false-positive and thus removed (red), copies (yellow) and papers that made it into the SLR (green). Note: “Web Of Science” bar shows no copies because the output of this database was the first one to be analyzed.
3.4 statistical analysis

4 distinct databases were queried: IEEE, ACM, Scopus and Web Of Science, prompting 63, 9, 50 and 34 results respectively. Figure 3.2 charts the years in which the papers taken into consideration for this study were published and displays their number. Figure 3.3 illustrates how many papers ended up being used, how many were copies and how many were included in the automatic query results but were non-pertinent to this systematic literature review.
Chapter 4

Results

4.1 RQ1: Which are the latest solutions to enhance the security of the software developed using the Agile process?

To answer this question the data extracted from the papers was mapped on 4 different groups/sets, which were able to fully express and synthesize the studies’ results. The sets considered were the following:

1. Solutions addressing artifacts of the Agile method
2. Solutions addressing the human factor (Training, professional figures)
3. Solutions addressing the agile process itself (frameworks, organization, activities)
4. Solutions addressing the tools

Papers that offered multiple solutions were mapped in each of the relevant groups. Although some of the research paper provided solution that mapped on multiple sets, most of them took the “agile-security” problem and answered it by narrowly addressing certain issues, while neglecting the other aspects of the development. This lack of a overall view was furthermore exacerbated by the endemic absence of real world data, a problematic acknowledged by most of the authors. The studies that did involve industry players reported mostly mixed results, perduing the view that a “silver-bullet” technique may not be found. Moreover, the solutions that implemented security principles borrowed from the Waterfall development often failed to scale and adapt to the Agile Development cycle, thus prompting delays and running in over-cost. The findings are loosely organized in descending order, presenting first the suggestions that gathered the greatest consensus, then followed by the remaining ones of their group. Subsequently another group is presented. Proposal that failed to appear in more than one paper and that were given a “low” score in quality are not presented individually.

4.1.1 Human factor

Although being second in number of citations in the papers group-wise, the “human factor” set was the one that exhibited the highest consensus. Virtually all the suggestion in the category depicted a grim panorama in the agile development community. The lack of training and understanding of security issues, at each and every level of the development team, was viewed as the root cause of the security vulnerabilities in the software being developed. The suggestion raised was to invest profoundly on seminars and training for the team, thus increasing the Security Awareness of the members. How this training should be performed and who should received was
Chapter 4. Results

FIGURE 4.1: Sets mapping on the studies. It is easy to see that

matter of debate. Specifically, (Poller et al. 2017) studied the improvement of security through workshops and security consultants in a multinational company using Scrum and Kanban as methods for the production cycle. The company’s teams were self-organizing and the management could steer the focus towards security only indirectly, through quality indicators. Moreover, neither the company nor its products had ever experienced losses related to malevolent attackers. Thus, security was perceived of little value, and directly stacked against other non-functional requirements (such as performance, usability and scalability) and against the features which hold direct value for the company. Although the security training was perceived as beneficial and raised the awareness of the teams, few changes were effectively incorporated into the development life-cycle. Individual developers were in charge of making sure that security was integrated in the features they were working on. But often, these activities were executed only superficially, due to the time constraints and pressure to roll-out the product. Finally, the task of solving issues was usually assigned to the most experienced developer in that area, limiting knowledge exchange between team members. This issue was highlighted by (Oyetoyan, D. Cruzes, and Jaatun 2016), which argued that an effort should be made to create an effective environment that makes replication of software security successes possible among teams. In the study, it was also noted that the area in which coaching efforts should be focused the most was secure design training. This came as no surprise, as the lack of attention to design and architectural issues is a serious limitation of the agile approach (Rosenberg and Stephens 2003).

(Adelyar and Norta 2017) consisted in a case study of the security activities of agile based on (Saltzer and Schroeder 1975) 8 principles. The interviews with developers pointed to little security awareness as the main cause of flaws in agile development, similarly to what indicated by (Caldwell 2015) and (Terpstra, Daneva, and Chong Wang 2017). In the studies by (Camacho, Marczak, and D. Cruzes 2016)
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and by (Bartsch 2011), a series of interviews with IT professionals in different multinational companies were performed, and highlighted similar issues, although no suggestion were made. It was also noted that while experienced developers tend to consider non-functional requirements, like security and performance, more than junior professional, they failed to spread their attention and care to the other members of the team. This reinforces the idea presented by (Oyetoyan, D. Cruzes, and Jaatun 2016) that without an environment that aids the replication of security knowledge between teams and members of the same group, the development of software with high non-functional requirements standards is left to the non-homogeneous expertise of the development teams. The management and the stakeholders were also considered, bringing up the issue related to the perception of security not as a desirable non-functional requirement, but only as a nuisance and a cost to be curtailed. The attitude towards security from these parties had to shift, according to the paper if security was to be improved.

(Loser and Degeling 2014) recommended the introduction of “hygiene requirements” (salary, workspace qualities and conditions or work-life balance) to improve the developers attention to security. It was perceived that training alone resulted insufficient to ensure a high degree of security in the development process. Thus the introduction of a hygiene requirements to ensure that non-functional requirements would get the amount of attention needed. This article approached the problem of security from a completely different point of view, focusing on the psychology of the developers and their level of satisfaction.

A different approach to the problematic of developers expertise highlighted in the studies suggested the addition of one or more professional figures to the development team. While the addition of experts was perceived to substantially increase the overall security of the product, questions about the costs of such a solution were discussed. Moreover, agile philosophy places much emphasis on the concept of “cross functional team”. The addition of a security dedicated professional with a specific role would seem to violate.

Taking inspiration from the concept of the “security principles” from the classic study by (Saltzer and Schroeder 1975) and from Microsoft SDL, (Imran Ghani and Jeong 2014) proposed the addition of a “Security Master” figure, to be added to the Scrum process. This new role, in charge of the newly created ”security backlog” (see paragraph 4.1.3) would increase the degree of agility of the process. (Epstein 2008) also proposed the introduction of a ”security master”. However a limitation noted by the study to this solution was the ”shortage of professional security experts to perform this role”. The addition of a professional figure was also suggested by (Alnatheer et al. 2013), such as a software engineer that should consider security at every step of development. In this last study, the addition of a security professional to the team gained more approval amid IT professionals than the idea of ”developing with security in mind”, although adding a security engineer to the process was considered more costly.

A more extreme approach was proposed in the research papers (Baca, Boldt, et al. 2015) and (Choliz, Vilas, and Moreira 2015). In (Baca, Boldt, et al. 2015), a group composed by a security manager, a security architect, a security master and a penetration tester was integrated with the agile development team. Their responsibility were discussed in depth. Respectively, the ”Security Manager” handled the traditional features connected to security, such as ISO-certification and legal aspects connected with the development. Moreover, he was responsible for the prioritization of
the requirements in the product development. The Security Architect was responsible for transforming the document presenting the general non-functional requirements into a more technical depiction. The Security Master was instead accountable for the security features during development. This figure was also in charge of the risk analysis, an activity meant to estimate the likelihood and the degree of negative consequences of attacks. Finally, the Penetration Tester, being part of the quality assurance team, conducted exploratory testing and verified that the system could withstand improper malicious use. This approach proved extremely effective in reducing the number of issues present in the product and increase its trustworthiness, but at the cost of an increased spending for dedicated personnel (see paragraph 4.2.2). A similar effort was studied by (Choliz, Vilas, and Moreira 2015). In this case, the security team was not integrated with the other development groups, but was granted a high degree of freedom and independence. It was noted, nonetheless, that this went directly against the Scrum directive of cross functional teams. The Scrum guide states clearly that “Development Teams do not contain sub-teams dedicated to particular domains like testing or business analysis” (Schwaber and Sutherland 2017).

4.1.2 Solutions addressing the Agile process itself

Hybridizing waterfall security principles with agile development was a common proposed solution. The software development processes that were ported and hybridized with agile came from other frameworks like Microsoft SDL, CLASP by OWASP and the Capability Maturity Model. In this section of the research the approaches taken by the researches and the resulting processes created will be discussed. Finally, some standalone event addition are presented.

The most cited framework by the studies was Microsoft Secure Software Development Life cycle (Microsoft SDL for Agile n.d.). Its success was explained in (Choliz, Vilas, and Moreira 2015) by its effectiveness, usability and because it organized security activities in categories according to how often these are executed. The theoretical research by (Rindell, Hyrynsalmi, and Leppänen 2015) argued that SDL, in conjunction with Scrum or Extreme Programming can easily enhance security and thus “that agile development is readily adaptable to even the most strict security requirements”. Other studies looked into improving the solutions proposed by multiple members of the industry. (Baca and Carlsson 2011) evaluated SDL, Cigatel touchpoints and Common Criteria to effectively produce a security enhanced development method, providing the maximum benefit without hindering the degree of agileness of the development. the results showed that these frameworks do not scale well into agile the context. Microsoft SDL (Microsoft SDL for Agile n.d.) was said to have “the largest negative effect on an Agile development process”, in clear contrast with other studies that instead embraced its model. "Dynamic analyses" was the only favorable activity viewed by the review panel, while "Threat modeling", "specific tools", "Cost analyses" and "Incident response" activities were either considered too costly or incapable of scaling to agile methods, hindering the process. Cigatel Touchpoints activities (McGraw 2006) were praised in the requirement, design and implementation phase, but were considered problematic during the tests phase, achieving minimal improvements at a high cost. Finally, Common Criteria (Keblawi and Sullivan 2006) had troubled hybridizing due to the assumption of an upfront design resulting in an "lengthy implementation phase". The resulting "Agile Security Process" combined the most compatible and beneficial activities, thus
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providing the best theoretical cost-effective solution. In a similar study, (Tigist, Kidane, and Bengt 2013) compared the aforementioned development methods, SDL, Touchpoints and Common Criteria, with CLASP (CLASP principles n.d.), a set of best practices developed by the OWASP organization. The study then provided a list of the most effective activities to integrate into the agile method, ordered by the development phase in which they should be applied. Initial education was proposed as a "pre-requirement" of the development, hinting to the need for a certain know-how when building secure application. For the initial requirement phase, they suggested to implement "security requirements", similarly to what (Baca and Carlsson 2011) suggested, together with the following activities: "Agree on Definitions", "Role Matrix", "Identify Trust Boundary" and "Specify Operational Environment". During the design phase, the beneficial activities highlighted were "Risk Analyses", "Quality Gates", "Secure Design Principles" and "Counter Measure Graphs". Testing highlighted "Vulnerability and Penetration Testing" from the Touchpoints and "security testing" from CLASP. During the implementation phase, the activities that generated a consensus were the use of "Security Tools" and "coding rules", both from SDL. Finally, for the release phase, "Signing the Code" and "Operational Planning and Readiness" were the suggested activities.

The research by (Baca and Carlsson 2011) produced another version of a security enhanced agile process. The authors analyzed the security activities proposed by Microsoft SDL, OWASP touchpoints and by the Common Criteria recommendations and then interviewed a group of professional to obtain feedback on them. The resulting activities were supposed to be the most beneficial at the least cost. The activities during the requisites phase of the development were: "Security Requirements" and "Role Matrix". Similarly, the only activities suggested during the design phase were: "Static Code Analyses" and "Coding Rules". During design instead, the proposed activities were: "Countermeasure graphs", "Assumption Documentation", "Abuse Cases" and "Requirement Inspection". "Repository Improvement" was considered beneficial after the release of the product. Finally, during the testing phase, "Dynamic analyses" of the program was seen as cost effective. It is interesting to note that the suggested activities for the requisite and design phases appear also in the similar research by (Tigist, Kidane, and Bengt 2013) hinting to a certain consensus among the researchers. No empirical test-case was carried out.

The perception that these waterfall addition would impact the “agilness” of the team was widely discussed. These solution were thus considered a tradeoff between the need to implement security and the will to adhere to the Agile principles. Some research approached this tradeoff in a quantitative way.

(Sonia, Singhal, and Banati 2014) introduced core security activities to the Agile "Extreme Programming" process based on CLAPS. To choose which activities performed best and were most "agile-effective", the researchers created an "agility matrix", where each activity from CLASP was weighted and received a score for its "agilness". Afterwards the researchers produced an "integration matrix", by matching the beneficial CLASP activities to the phases of the Extreme Programming process to which they could be associated. The resulting process could thus be adjusted on the spot by selecting only the activities with a degree of agility above a certain threshold. The researchers also developed a tool, called TISA-XP, that allows to graphically select this threshold degree of agilness, and outputs the resulting selected activities.

Other frameworks with associated tools to quantitative measure the trade-off between agilness and security were proposed by researches such as, for example,
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(Keramati and Mirian-Hosseinabadi 2008). These are discussed in the relative section of the research, together with the TISA-XP (Sonia, Singhal, and Banati 2014) and others.

Nonetheless, the dichotomy between the Agile development and Waterfall based security frameworks was not overcome, hinting to an intrinsic problematic associated with hybridizing solutions originating from incompatible ideas.

(Maier, Ma, and Bloem 2017a) proposed once again a security enhanced agile process. The researches this time looked at solutions that would satisfy the ISO "Capability Maturity Model" while retaining a degree of "agilness". Novel to this paper was the introduction of a risk evaluation component, adapted from the OWASP "Application threat modeling". Risk management solutions were also proposed by (Franqueira et al. 2011), (Tigist, Kidane, and Bengt 2013) and (Hutchinson, Maddern, and Wells 2011). These were seen as a effective way to reduce waste and plan ahead which features would require security and to which degree. It should be noted that these risk management models were not meant to be used only on the hybridized solutions derived from the Waterfall methods, but could and were applied also as standalone solutions (Hutchinson, Maddern, and Wells 2011). In particular, (Franqueira et al. 2011) argued that by using "empirical data in the format of public catalogs and the NVD database", the level of expertise required to manage security risks could be reduced. The authors created an iterative risk model consisting of three main phases: risk assessment, treatment and acceptance. At the end of each sprint, risk assessment should provide a guidance to the client and the product owner, guiding their choices on which security feature should be prioritized.

"BugBash" was also designed to tackle testing and quality issues, but was not based on any existing security frameworks. The research presenting it, (Balasubramani et al. 2012), advocated this event as a feasible solution for quality assurance. Lasting from three to five days, "BugBash" was described as a moment in which every member of the development team "turns his/her attention to testing". Teams of "eight to ten" members formed by "a mix of Developers, Product Managers, and Designers" were created. The recommendation was to "have a mixed bag of folks to test the product".

An approach based on the "decomposition of security objectives" presented in paragraph 2.3.6 and firstly shown by the research (Chenxi Wang and Wulf 1997) was the an industrial pilot study by (R. Savola, Frühwirth, and Pietikäinen 2012). In the paper, further discussed in the section relative to the second research question, a risk-driven method to the design of a complex system is discussed. Based on earlier models developed by the researchers, "an iterative methodology for security metrics development" based on the decomposition of security objectives was tested. Moreover, attention was payed to the visualization of these decompositions. The perceived benefit was an increased manageability of the security metrics collected. The tool used for this visualization was the "Metrics Visualization System" (R. M. Savola and Heinonen 2011). This method visualization of visualization was novel in its use of traffic-light color to aide the presentation of data to non-technical development and management members.

4.1.3 Tools

This section of the chapter concerns the use of tools suggested by the researches. Some papers presented new ones, created by the researches. Other instead recommended the use of existing one. Overall, 11 papers suggested applications that
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matched this group. Like for the other sections, the results will be presented in depth in the following pages.

Reviewing changes for an effective evaluation of the changes in the source code was the focus of the research by (Raschke et al. 2014). The researchers developed a tool, based on open source software, named "Change Detection Analysis". The aim of this instrument was to track every change at the end of the sprint, helping the developers with the security requirements in the ever-changing threat landscape.

Some papers discussed and encouraged the addition of closed-source software, such as “BlackDuck” (Mackey 2018) to perform “Software Composition Analysis”, a technique that consists in checking the dependency of the developed software and compare it against known vulnerabilities. Setting aside the goodness of the product, the researcher could not avoid noting a troubling conflict of interest when the authors of the article were also working for the company developing the product.

Other researches did not present tools usable directly to improve the software, but meta-tools to improve the process itself. (Terpstra, Daneva, and Chong Wang 2017) and (Sonia, Singhal, and Banati 2014) followed this approach. (Sonia, Singhal, and Banati 2014) used the integration matrix and weighted matrix from the TISA-XP framework to dynamically select all and only the methods whose agility level was above a certain threshold.

A similar approach was undertaken by (Renatus, Teichmann, and Eichler 2015). The authors in this case presented again a meta-approach, capable of comparing and selecting methods for agile security engineering. Some of the properties that were key in the decision-making of the process were, among others: the choice of additional "Artefacts", "Scrum modifications" to the method, "Security expertise" of the developers. The research thus divided the enhancement aiming at improving security similarly to what this systematic literature review did, albeit by viewing the grouping sets through different lenses.

(D. S. Cruzes et al. 2017) study joined the chorus of researches lamenting "lack of guidelines in practice as well as empirical studies in real-world projects on agile security testing". Testing was considered problematic, since in most companies such activity is executed after development "to detect failures, but typically not to prevent them". What emerged was that "security tests on the system level are to a large extent automated and there is almost no manual security testing". When non-functional requirements were tested, the focus was usually on the performance. Citing (Crispin and Gregory 2009) and the four quadrant of "Agile Testing", (Munetoh and Yoshioka 2013) Introduced a tool called "RAILROAD", which offered a "model-assisted security testing framework for developing Web applications" by using Ruby-on-Rails code base. The application was designed to abstract the design of the code that was given to it, and took into consideration malicious and improper behaviors. The application inner workings was described in four steps:

1. parse the application code and create a navigation model
2. assess the security design and requirements with the navigation model
3. generate an abuse model by adding the behaviors of the security features, and attack vectors to the navigation model
4. generate the minimum amounts of test cases

No case-study of the application was provided due to its infancy. Further versions would provide additional features in a "plug-in" fashion.
As thoroughly described in paragraph 4.1.1, building secure applications using the Agile process is deeply dependent on the developers’ personal knowledge of the field. The research by (Felderer and Pekaric 2017) started by acknowledging this fact and looking at possible solutions to expand the knowledge-base that professionals can access. The framework that the researcher proposed was thus a framework consisting of two components: the "Security Data Collection and Analysis" component designed to automatically extract information about known vulnerabilities from public and private sources, and the "Security Knowledge Generation" component tasked with merging and processing the data "in order to provide it for different roles and various purposes in the agile development process". The production of such an application however proposed several challenges to the researchers. For instance, the identification of quality sources of information was troublesome. Moreover, the vast majority of information gathered was non-relevant (95%). Finally, extracting data from a variegated and non-coherent set of sources was a non-trivial task, and for these reasons, the creation of such an automatic "tool/framework" was said to be a formidable objective.

(Hutchinson, Maddern, and Wells 2011) proposed a model to alleviate the complex task of assessing security risks. The conceptual framework was composed of a dataset of vulnerabilities, taken from online databases and resources that hosted information about known issues (much like the aforementioned (Felderer and Pekaric 2017)), and by a survey directed at the project manager that gauged the level of the "level of risk facing the project".
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4.1.4 New artifacts for Agile

Not all the solution that affected Agile were borrowed from existing waterfall frameworks and then adapted. Many innovative or re-imagined ideas stemmed from the Agile process itself, from its artifacts and ceremonies. Some of these include: the need to integrate the security requirements into the process artifacts (Bartsch 2011), the “abuse cases” and “evil user stories” (Epstein 2008) and the “security backlog” (Imran Ghani and Jeong 2014). We will analyze them in this last chapter.

In detail, (Barbosa and Barros Sampaio 2015) discussed the introduction of three artifacts and activities to the Agile Process: "Evil User Stories", "Security Backlog" and "Protection Poker", which were considered to be beneficial and to favor the prioritization of security features. "Evil User Stories were described to be documented as normal user stories. An experienced professional, in the role of security master, was tasked to write them in conjunction with the stakeholders, thus prioritizing the protection of the most vital business components. The aim of the "evil stories" was highlighting possible security problems and stimulating the development of countermeasures. The "Security Backlog" was described as a list of "features in the Product Backlog that need security attention". Again, the task of writing the "security backlog" was assigned to the security master figure. The benefit of this additional artifact was an ease in the "traceability of security requirements". Finally, the "protection poker" activity was discussed. It occurred during the "planning poker", and it concerned the security requirements. It was supposed to develop and extend the discussion on security issues. The higher the value of the estimate, the more attention was to be given to the security risk.

The work by (Imran Ghani and Jeong 2014) reiterates the addition of a "security backlog" and the role of the "security master" in charge of it. Novel to this approach, some of the artifacts of Scrum (product, release and sprint backlogs) were taken and then staked against the security principles by (Saltzer and Schroeder 1975). The "security backlog" component was here described as a "step" in which features pass before reaching the actual product backlog. To validate this approach, the authors analytically studied the degree of agility of each phase of the process using the 4-dat framework. The findings indicated that the degree of agility improved, according to their model, after the addition of the "security backlog", but no empirical validation was performed. The case-study performed by (Rindell, Hyrynsalmi, and Leppänen 2016) adopted a "lightweight" version of the methods discussed above. In this case, the researcher introduced the security activities directly into the product backlog, and not adding any further artifact to the Scrum process. An innovative way to build security inside Agile was investigated by (Othmane et al. 2014) and was based on the "security assurance cases" presented by (Weinstock, Lipson, and Goodenough 2012). The most common method to implement security assurance was the use of checklists to verify security requirements. These cases were instead described as a "a semi-formal approach" to it and were described to be composed by a set of claims, arguments and evidences. To efficiently structure the cases, tree-diagrams were employed. The root of each tree was a main security claim, the nodes were more descriptive and detailed focused sub-claims, and its leafs the evidences. The novel model used secure engineering activities such as risk assessment, engineering, and security assurance in conjunction with "security assurance cases". Focus of this approach was ensuring compatibility with the iterative nature of the Agile development process. Although a case-study performed by the researchers, no third party or empirical evaluation of the method was performed. Moreover, the scalability of this
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The method was highlighted by the researchers as a possible issue, since tracking the impact of new user stories to the security assurance cases became harder and harder. The effort required grew "very fast" by each component, claim, evidences and arguments added. (A. F. B. Arbain, Ghani, and Kadir 2014) proposed a brand new approach creating a "Traceability Process Model" (TPM) that takes non-functional requirements into consideration. The NFR are considered critical to the quality of any project being developed and include "security" and "performance" of the system. The new TPM was produced to be agile-compatible, after noting that none of the existing models was designed with this capability in mind. Moreover, the researchers identified specific problems arising from applying standard traceability models to Agile, in particular "propagation issue" and "consistency issue". Further industry case study where also planned to further validate this model, due to the lack of empirical data.

4.2 RQ2: Which of the solutions discussed have performed best in pilot studies?

Only 7 papers included in this systematic literature review included real world data and were suitable to answer this research question. The researcher thought that this question could help practitioners in two different ways. First, it would provide them with tested solutions that have been proven beneficial in real world applications. Second of all, it would suggests which issues and difficulties other developers and companies had faced when adopting these techniques. Thus, the two research questions provide the same answers, but view them under two very different lenses. Moreover this section highlights the staggering lack of empirical data in the field and suggests possible future work for other researchers.

<table>
<thead>
<tr>
<th>Fully successful</th>
<th>Mixed results</th>
<th>Negative</th>
</tr>
</thead>
<tbody>
<tr>
<td>(Choliz, Vilas, and Mor-eira 2015)</td>
<td>(Oyetoyan, D. Cruzes, and Jaatun 2016)</td>
<td>(R. Savola, Frühwirth, and Pietikäinen 2012)</td>
</tr>
<tr>
<td></td>
<td>(Rindell, Hyrynsalmi, and Leppänen 2016)</td>
<td></td>
</tr>
</tbody>
</table>

The solutions that the companies had adopted strove to be cost-effective, since the projects were always constrained by budget and profitability.

4.2.1 External consultants and workshops

While providing a growth in the interest of developers and their knowledge in the field, security training in some cases failed to produce effective changes in the development cycle. It is the case emphasized in (Poller et al. 2017) where developers were not assured that the training actually improved significantly the quality of their software. They instead highlighted how changes in the management of the organization must take place to fully take advantage of the improved know-how of the developers.
It should be noted that (Terpstra, Daneva, and Chong Wang 2017) results, which were extrapolated from publicly available online resources, found that "practitioners did not search for complex and mathematics-grounded techniques. Instead they applied simple practices with a focus on incorporating those in the social environment of their projects". (Oyetoyan, D. Cruzes, and Jaatun 2016) argued that secure design training was the most demanded and sought after coaching need, but further studies were required to validate such statement.

4.2.2 Addition of professional figures to the development team

(Baca, Boldt, et al. 2015) reported a success in integrating a security enhanced process, called SEAP, with Agile. The company involved in the study was "Ericsson" and the development team was composed, for this particular project, by 88 staff members, distributed among 8 development teams. The approach taken relied on risk analysis and on 4 additional professional figures dedicated to security, which are described in the paragraph 4.1.1. The results showed that the usage of SEAP achieved a great reduction of issues in the code thus improving security:

- The proportion of risks that were corrected within the software version in development increased more than five times
- The number of unhandled risks decreased significantly
- More severe risks were found because of a more detailed risk analysis
- The time to solve security issues was greatly reduced

On the other hand, the cost payed to achieve this improvement came from the increased spending on the 4 additional professionals per team. In particular:

- The daily security work done by all security resources proved essential, the risk analysis composed only a fraction of the effort
- The cost dedicated to solve security issues went from the 1% estimate to 5% of the total cost project.

The research argued that a cost-comparison with the non-enhanced process would be nonsensical, since it would not be plausible to calculate the direct-monetary gains and costs of it.

4.2.3 Frameworks hybridization

(R. Savola, Frühwirth, and Pietikäinen 2012) performed as well a pilot study at "Ericsson", an experience whose results were mixed. In this case the Agile process had been modified by the addition of a "risk-driven" security design, and by collecting information through a "hierarchical metric" system, based on the decomposition of security objectives, which enabled the developers to better connect the SO with the corresponding metrics. Measuring these security metrics was viewed as positive by the practitioners who emphasized the improved ability of compliance with the standards, as well as "bird-view" vision of the security throughout the project.

In the study by (Choliz, Vilas, and Moreira 2015), the synchronization between the the development team using Agile and the security needs was studied and proved successful. The company name was not disclosed, but it was said to develop software products and "software-as-a-service" solutions. The the security and the development team were kept separate in this process. The efforts to align the two teams
focused on applying Microsoft SDL practices (every-sprint, bucket one-time) and automated and semi-automated tools to aide the testing. The firm tested the new process on two projects, and compared the findings with other two projects, developed this time with a waterfall process. The results showed that issue-detection happened much earlier on the Agile process projects. No improvements in the number of security issues discovered nor in terms of cost were found in this particular case.

4.2.4 Addition of artifacts to Agile

(Rindell, Hyrynsalmi, and Leppänen 2016) adopted only a slightly modified version of Scrum, enhancing the process with weekly refinements to the product backlog. The final product was a secure identity management system and its management processes which had to be compliant with the "VAHTI" security instructions, a set of guidelines published by the Ministry of Finance of the Finnish government. The outcome was positive but the process showed mixed results. The study highlighted how this approach to security, which is, adding the security concerns inside the product backlog as items to develop, was sufficient to satisfy the "VAHTI" requirements, but may have not been cost-effective. It was noted that Scrum may have not been used fully, since many security activities were performed in "spikes" of work, outside the sprints. Thus an accurate assessment of this methodology could not be performed.
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Discussion

In this section, the solutions presented in depth in the findings chapter are discussed. Particular focus was given in comparing the research questions findings when these differed. Subsequently, the limitation of this study and future research are discussed.

<table>
<thead>
<tr>
<th>Solutions proposed</th>
<th>Sources</th>
<th>Number of cases</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Solutions addressing the artifacts</strong></td>
<td>(Maier, Ma, and Bloem 2017b), (Imran Ghani and Jeong 2014), (Bartsch 2011), (Barbosa and Barros Sampaio 2015), (Epstein 2008) (Rindell, Hyrynsalmi, and Leppänen 2016) (Baca, Boldt, et al. 2015),</td>
<td>7 (18%)</td>
</tr>
<tr>
<td><strong>Human Factor</strong></td>
<td>(Poller et al. 2017), (Caldwell 2015), (Terpstra, Daneva, and Chong Wang 2017), (Oyetoyan, D. Cruzes, and Jaatun 2016), (Camacho, Marczak, and D. Cruzes 2016), (Bartsch 2011), (D. S. Cruzes et al. 2017), (Adelyar and Norta 2017), (Tigist, Kidane, and Bengt 2013), (Barbosa and Barros Sampaio 2015), (Felderer and Pekaric 2017) (Imran Ghani and Jeong 2014), (Epstein 2008), (Alnatheer et al. 2013)</td>
<td>17 (44%)</td>
</tr>
<tr>
<td>Consultants and training</td>
<td>11</td>
<td></td>
</tr>
<tr>
<td>Addition of a security dedicated team member</td>
<td>(Baca, Boldt, et al. 2015), (Choliz, Vilas, and Moreira 2015)</td>
<td>2</td>
</tr>
<tr>
<td>Addition of a full security team</td>
<td>(Loser and Degeling 2014)</td>
<td>1</td>
</tr>
</tbody>
</table>
Solutions proposed | Sources | Number of cases
--- | --- | ---
**Solutions addressing the Agile process itself**
Hybridize waterfall security frameworks | (Maier, Ma, and Bloem 2017b), (Baca and Carlsson 2011), (Choliz, Vilas, and Moreira 2015), (Rindell, Hyrynsalmi, and Leppänen 2015), (Siponen, Baskerville, and Kuivalainen 2012), (Tigist, Kidane, and Bengt 2013), (Othmane et al. 2014), (Rindell, Hyrynsalmi, and Leppänen 2016), (Renatus, Teichmann, and Eichler 2015) | 18 (47%)
Agile enhanced with risk-evaluation | (Maier, Ma, and Bloem 2017a), (Franqueira et al. 2011), (Hutchinson, Maddern, and Wells 2011), (Baca, Boldt, et al. 2015) | 9
Dynamic frameworks based on "agilness" | (Keramati and Mirian-Hosseinabadi 2008), (Sonia, Singhal, and Banati 2014) | 4
Specific testing activity | (Balasubramani et al. 2012) | 1

**Solutions addressing the tools**
Agile-process-evaluation tools | (Terpstra, Daneva, and Chong Wang 2017), (Kumar et al. 2012), (Sonia, Singhal, and Banati 2014), (Renatus, Teichmann, and Eichler 2015), (Bansal and Jolly 2014) (Munetoh and Yoshioka 2013) (D. S. Cruzes et al. 2017) | 11 (26%)
Automatic testing tools | (Raschke et al. 2014) | 5
Changes evaluation software | (Mackey 2018) | 2
Closed source software | (Felderer and Pekaric 2017) | 1
Vulnerability gathering tools | (Hutchinson, Maddern, and Wells 2011) | 1
Risk-analysis tools | | 1

### 5.1 Observations on the proposed solutions

As highlighted by the table, the use of consultants and workshops to perform security training directed to the development team, was the suggestion with the highest consensus among the research papers. The cause of this agreement may originate from established practices. Security training and awareness is in fact a prerequisite to an established framework such Microsoft SDL. Incidentally, this practice did not
work well in the industry—study by (Poller et al. 2017). The practitioners did see an improvement in their awareness and perception of security, but were concerned that without changes in the way the work was being done, the benefit would have been minimal. It thus seems that training may be a necessary but not sufficient driver for the implementation of security.

The addition of specialized figures or teams dedicated to security echoed established business practices, and proved successful in the industry (Baca, Boldt, et al. 2015). Nonetheless, this practice seems to be in stark contrast with the Agile “cross-functional” teams mantra. Moreover, this methodology was not proved (nor disproved) to be cost-effective. It undoubtedly does prove useful for those practitioners having to develop application with strict security requirements.

Mixing established security frameworks with Agile was the second most popular solution. The most recurring frameworks were: Microsoft SDL, Cigatel Touchpoints, CLASP principles by OWASP and the Capability Maturity Model. While the quality of these frameworks is well established, some issues arose when these were hybridized with Agile, mostly due to their focus on a sizable design phase. The results of the pilot-studies showed in general positive results (R. Savola, Frühwirth, and Pietikäinen 2012) and (Choliz, Vilas, and Moreira 2015), but did not test the proposed solutions presented in this study exhaustively. Further in depth testing will be required if a comparison between the methods is to be performed. Recognizing the difficulties of integrating frameworks designed for waterfall to Agile, many studies presented meta-tools to calculate the degree of “agileness” of the security activities. These are listed in the table 5.1 as ”Agile-process evaluation tools”. Some of these instruments, such as for instance (Sonia, Singhal, and Banati 2014), allowed the practitioners to select dynamically the activities above a certain “agility threshold” to best adapt to the security requirements required. Such tools, if perfected, may prove incredibly valuable for a software company. They provide an easily tunable method to choose security activities which does not rely on the developers’ knowhow. It would also be highly appreciated by the management, providing a baseline idea of the costs required to achieve a certain software trustworthiness level.

Finally, a number of additional artifacts stemming from Agile were proposed. Some, like a the ”security backlog” or the ”evil user stories” were totally dedicated to the enhancement of the security. Other researches preferred lightweight methods, such as embedding the security requirements in the product backlog. Whichever the approach, a standardization and refinement of these additional artifacts from one of the main Agile processes may prove constructive. Because of their resemblance with Agile artifacts already in use, these solutions be simple to include in the processes in use at any company that has adopted Agile.

### 5.2 Limitation of this study

Every systematic literature review would be better conducted by two or more researchers, to avoid personal bias. This is especially true in the planning and conducting phases. The design of the research questions and the selection of the research papers, in particular, should be conducted independently by each researcher, and then the results should be confronted to establish a consensus. Due to the fact that this SLR was a bachelor thesis, the researcher could not perform this independent check, being the only author of the study. Moreover, every systematic literature review is affected by the publication bias, since its findings are only based on researches published in the field (Kitchenham 2004).
5.3 Related work

A systematic literature review with a similar focus but on a smaller scale has been conducted by (Rindell, Hyrynsalmi, and Leppänen 2017), many beneficial security activities for Agile are discussed. Some other systematic literature review published on the Agile-Security topic were (Tigist Eyader Ayalew 2012) (Master thesis) and (A. Arbain, Ghani, and Jeong 2014). A tertiary study collecting a group of systematic literature review on the Agile software development was also produced by (Hoda et al. 2017).

5.4 Future research

Due to the ubiquity of Agile software development methods and to the growing necessity for secure software, the study of security focused Agile processes is only going to get more important. In this systematic literature review, the researcher highlighted the endemic lack of empirical data. Thus, future works should be directed to pilot-studies to validate the theoretical solutions proposed by the academia.

Moreover, the creation of tools to precisely evaluate the costs and benefits of enhancing security in software products could highly increase the cost-effectiveness of the solutions.

Finally, the studies had shown a high degree of dependability on the developers knowhow when writing secure software. Methods to decrease this reliability on the practitioners knowledge, such as easily accessible vulnerability-databases, should be investigated.
Chapter 6

Conclusions

In this thesis, the researcher presented the results of a systematic literature review that inquired which methods were the most effective to implement security within the Agile software development process.

The research analyzed the results from 39 research papers published between 2011 and 2018, and coded the suggestions into four different groups: additional artifacts in Agile, human factor, addition to the Agile process and tools.

The first research question asked which solutions best addressed the problem of creating secure software in the Agile process. The answer that shown the highest consensus among the academic community was to improve the "human factor" by means of training. Additions to the development team were also discussed in their drawbacks and benefits. Subsequently, frameworks and to the Agile process were suggested, mostly by hybridizing waterfall security development techniques with Agile. Tools to measure the degree of agilness and to increase the security awareness of the developers were then proposed. Finally, the articles that belonged to the "artifacts for agile" group suggested new additions such as the "security backlog" or the "evil user stories".

Extrapolating meaningful results to answer the second research question, which asked which solutions performed best in the industry and pilot studies, resulted challenging due to the lack of data. Only seven papers presented empirical evidences, suggesting that further research is needed to validate most of the solutions presented. Nonetheless, the results of the second research question shown mostly positive or partially positive results. Evaluating the cost-effectiveness of the methods, thus providing an easy way to compare them, proved difficult.

For future research, the author suggests performing pilot and case studies to increase the body of empirical knowledge, together with methods to evaluate the cost-effectiveness of the solutions and to decrease the reliability on the practitioners’ know-how.
Bibliography


Felderer, Michael and Irdin Pekaric (2017). “Research Challenges in Empowering Agile Teams with Security Knowledge Based on Public and Private Information Sources”. In: SecSE@ESORICS.


Hoda, Rashina et al. (2017). “Systematic literature reviews in agile software development: A tertiary study”. In: 85. DOI: 10.1016/j.infsof.2017.01.007.


Rosenberg, Doug and Matt Stephens (2003). “Extreme programming refactored: the case against XP”. In:


The OWASP foundation. URL: www.owasp.org.


Tigist, Ayalew, Tigist Kidane, and Carlsson Bengt (2013). “Identification and evaluation of security activities in agile projects”. In: Lecture Notes in Computer Science (including subseries Lecture Notes in Artificial Intelligence and Lecture Notes in Bioinformatics) 8208 LNCS, pp. 139, 153. DOI: 10.1007/978-3-642-41488-6_10. URL: https://www.scopus.com/inward/record.uri?eid=2-s2.0-84890878492&doi=10.1007%2f978-3-642-41488-6_10&partnerID=40&md5=ea75f9c1506d7d4d5f9629d0772b344f.

